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Preface

Oracle Database Semantic Technologies Developer's Guide provides usage and reference
information about Oracle Database Enterprise Edition support for semantic
technologies, including storage, inference, and query capabilities for data and
ontologies based on Resource Description Framework (RDF), RDF Schema (RDEFS),
and Web Ontology Language (OWL). The Semantic Technologies feature is licensed
with the Oracle Spatial option to Oracle Database Enterprise Edition, and it requires
the Oracle Partitioning option to Oracle Database Enterprise Edition.

Note: You must perform certain actions and meet prerequisites
before you can use any types, synonyms, or PL/SQL packages related
to Oracle semantic technologies support. These actions and
prerequisites are explained in Section A.1.

This guide is intended for those who need to use semantic technology to store,
manage, and query semantic data in the database.

You should be familiar with at least the main concepts and techniques for the Resource
Description Framework (RDF) and the Web Ontology Language (OWL).

Documentation Accessibility

Our goal is to make Oracle products, services, and supporting documentation
accessible to all users, including users that are disabled. To that end, our
documentation includes features that make information available to users of assistive
technology. This documentation is available in HTML format, and contains markup to
facilitate access by the disabled community. Accessibility standards will continue to
evolve over time, and Oracle is actively engaged with other market-leading
technology vendors to address technical obstacles so that our documentation can be
accessible to all of our customers. For more information, visit the Oracle Accessibility
Program Web site at http: //www.oracle.com/accessibility/.

Accessibility of Code Examples in Documentation

Screen readers may not always correctly read the code examples in this document. The
conventions for writing code require that closing braces should appear on an
otherwise empty line; however, some screen readers may not always read a line of text
that consists solely of a bracket or brace.
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Accessibility of Links to External Web Sites in Documentation

This documentation may contain links to Web sites of other companies or
organizations that Oracle does not own or control. Oracle neither evaluates nor makes
any representations regarding the accessibility of these Web sites.

Access to Oracle Support

Oracle customers have access to electronic support through My Oracle Support. For
information, visit http://www.oracle.com/support/contact.html or visit
http://www.oracle.com/accessibility/support.html if you are hearing
impaired.

Related Documents

For an excellent explanation of RDF concepts, see the World Wide Web Consortium
(W3C) RDF Primer athttp://www.w3.org/TR/rdf-primer/.

For information about OWL, see the OWL Web Ontology Language Reference at
http://www.w3.0org/TR/owl-ref/.

Conventions

The following text conventions are used in this document:

Convention Meaning

boldface Boldface type indicates graphical user interface elements associated
with an action, or terms defined in text or the glossary.

italic Italic type indicates book titles, emphasis, or placeholder variables for
which you supply particular values.

monospace Monospace type indicates commands within a paragraph, URLs, code
in examples, text that appears on the screen, or text that you enter.
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What’s New in Semantic Technologies?

This section describes new and changed semantic technologies features for Oracle
Database Release 11.

Release 11.2 Features
The following are new and changed features for Oracle Database 11g Release 2 (11.2).

This release also includes the features that were supplied in the interim patch 7600122
for Release 11.1.0.7.0, which are listed in "Features Added for Release 11.1.0.7
(November, 2008)".

Release 11.2.0.2: Required Actions if Semantic Technologies Instal-
lation is Invalid: Further action may be required if your Semantic
Technologies installation is invalid after upgrading to Release
11.2.0.2.0. For information, see Section A.1.4.

Jena Adapter for Oracle Database (Updated November, 2010)

The Jena Adapter for Oracle Database provides a Java-based interface to Oracle
Semantic Technologies by implementing the well-known Jena Graph and Model APIs.
For information about downloading and using the Jena Adapter, see Chapter 7.

Note: An update of the Jena Adapter was made available in
November, 2010. For information about the new features in that
update, see the "readme" file included in the download .zip file.

Enhanced Optimizer Hint Support in SEM_MATCH (11.2.0.2)

Effective with Release 11.2.0.2, you can embed inline HINTO query optimizer hints
using SPARQL comments in SEM_MATCH, which allows optimizer hints to be
associated with non-root BGPs in a SPARQL query. In addition, new hints have been
introduced to influence joins between BGPs. For information, see Section 1.6.3, "Inline
Query Optimizer Hints".

Full-Text Indexing and Searching for RDF Terms (11.2.0.2)

Effective with Release 11.2.0.2, you can create an Oracle Text index on the
MDSYS.RDF_VALUES$ table and use the orardf : textContains SPARQL FILTER
function to execute efficient full-text searches in semantic queries. For information, see
Section 1.6.4, "Full-Text Search".
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OLS Triple-Level Security (Added in Patch 9819833 in June 2010)

Oracle Label Security (OLS) for RDF data provides the triple-level security option, in
addition to the resource-level security previously available. Triple-level provides
superior performance and ease of use, and is described in Section 5.2.1.

Features Added in Patch to Release 11.2 (Released March 2010)

The following features are included in a Release 11.2 Semantic Technologies patch that
was made available on the Oracle Technology Network (OTN) in March 2010. You
must apply that patch in order to be able to use these features.

»  The recommended best practices in Section 1.6.5.1, "FILTER Constructs Involving
xsd:dateTime, xsd:date, and xsd:time" and Section 1.6.5.2, "Function-Based Indexes
for FILTER Constructs Involving xsd Data Types"

s The functions with names in the form SEM_APIS.GETVS$... in Chapter 9, "SEM_
APIS Package Subprograms”

In addition, Section A.1.2, "Upgrading Semantic Technologies Support from Release
11.1" has been expanded to include Section A.1.2.1, "Handling of Empty RDF Literals".

Sesame Adapter for Oracle Database

The Sesame Adapter for Oracle Database integrates the popular Sesame Java APls
with Oracle Semantic Technologies support. For information about downloading and
using the Sesame Adapter, see Chapter 8.

Note: Support for the Sesame Adapter was provided in a patch that
was made available in January, 2010, on the Oracle Technology
Network (OTN), and is updated in a patch made available in March or
April, 2010.

Semantic Indexing for Documents

You can use semantic indexing to enable queries on information extracted from
unstructured documents. Documents indexed semantically can be searched using the
SEM_CONTAINS operator within a standard SQL query. For information about using
semantic indexing, see Chapter 4.

The SEM_RDFCTX PL/SQL package contains subprograms to manage extractor
policies and semantic indexes created for documents. This package is documented in
Chapter 11.

Virtual Private Database (VPD) and Oracle Label Security (OLS) Support

You can enforce a fine-grained access control mechanism for RDF data by using either
the Virtual Private Database (VPD) or Oracle Label Security (OLS) feature of Oracle
Database, as explained in Chapter 5.

Workspace Manager Support for RDF Data

You can use Oracle Workspace Manager to version-enable RDF data in the semantic
data store, as explained in Chapter 6.



New Procedures to Enable, Downgrade, and Remove Semantic
Technologies Support

The procedures for enabling, downgrading, and removing semantic technologies
support in the database have been redesigned. These procedures are explained in
Appendix A.

Note that you still must perform certain actions and meet prerequisites before you can
use any types, synonyms, or PL/SQL packages related to Oracle semantic technologies
support. These actions and prerequisites are explained in Section A.1.

Optimized owl:sameAs Inference

You can optimize the performance of owl : sameAs inference, as explained in
Section 2.2.8.

Optimizing Entailment Performance Through Compact Structures

You can specify RAW8=T in the options parameter to the SEM_APIS.CREATE_
ENTAILMENT procedure, to cause RAWS datatypes to be used instead of NUMBER
in many intermediate tables created during the inference process. This option can
improve entailment performance by up to 30% in some cases.

Incremental Inference

You can use incremental inference update entailments (rules indexes) efficiently after
triple additions, as explained in Section 2.2.9.

Parallel Inference

You can use parallel inference to improve inference performance by taking advantage
of the capabilities of a multi-core or multi-CPU architectures, as explained in
Section 2.2.10.

Filter and Union Support in Curly Brace Syntax for SEM_MATCH

You can now specify FILTER or UNION, or both, in addition to OPTIONAL as
keywords in the curly brace syntax supported for the SEM_MATCH table function.
These keywords are explained in Section 1.6.2.

Simple Knowledge Organization System (SKOS) Support

You can perform inferencing based on a core subset of the Simple Knowledge
Organization System (SKOS) data model, as explained in Chapter 3.

Inference Beyond OWLPrime
You can specify additional inference components to cover OWL constructs, such as
owl:intersectionOf and owl:unionOf, as explained in Table 9-1, " Inferencing

Keywords for inf_components_in Parameter” in the Usage Notes for the SEM_
APIS.CREATE_ENTAILMENT procedure in Chapter 9.

Systematized Nomenclature of Medicine - Clinical Terms (SNOMED CT)
Support

The current release includes a built-in rulebase that supports the expressiveness of
Systematized Nomenclature of Medicine - Clinical Terms (SNOMED CT) terminology.

To include this support, specify the SNOMED keyword in the inf_components_in
parameter in the call to the SEM_APIS.CREATE_ENTAILMENT procedure .
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New SEM_APIS Package Subprograms

The following subprograms have been added to the SEM_APIS PL/SQL package,
which is documented in Chapter 9.

s  SEM_APISMERGE_MODELS

s SEM_APISREMOVE_DUPLICATES
=  SEM_APISRENAME_MODEL

s SEM_APIS.SWAP_NAMES

Parameters for SEM_PERF.GATHER_STATISTICS

The SEM_PERFE.GATHER_STATS procedure now accepts two parameters, both
optional: just_on_values_table and parallel. This procedure is documented in
Chapter 10.

SEM_APIS.*_RULES_INDEX Subprograms Deprecated

In the SEM_APIS PL/SQL package, the subprograms containing "_RULES_INDEX" in
their names are deprecated and removed from this manual. Instead, you should use
subprograms containing "_ENTAILMENT" in their names:

s Instead of SEM_APIS.ALTER_SEM_INDEX_ON_RULES_INDEX, use SEM_
APIS.ALTER_SEM_INDEX_ON_ENTAILMENT.

= Instead of SEM_APIS.ANALYZE_RULES_INDEX, use SEM_APIS. ANALYZE_
ENTAILMENT.

= Instead of SEM_APIS.CREATE_RULES_INDEX, use SEM_APIS.CREATE_
ENTAILMENT.

= Instead of SEM_APIS.DROP_RULES_INDEX, use SEM_APIS.DROP_
ENTAILMENT.

= Instead of SEM_APIS.LOOKUP_RULES_INDEX, use SEM_APIS.LOOKUP_
ENTAILMENT.

The old "*_RULES_INDEX" formats will continue to work, but you are encouraged to
switch to using the "™*_ENTAILMENT" subprograms.

Note that several metadata views still include "RULES_INDEX" in their names.

The terms entailment and rules index are synonyms in this manual, although entailment
is used predominantly

Release 11.1 Features
The following are new and changed features for Oracle Database 11g Release 1 (11.1).

Features Added for Release 11.1.0.7 (November, 2008)

This section describes features that are included in interim patch 7600122 for Release
11.1.0.7.0, which was made available on Oracle MetaLink in November, 2008.

= Support for virtual models (see Section 1.3.8)

s Curly brace syntax for SEM_MATCH graph pattern, including support for the
OPTIONAL construct (see Section 1.6.2)

s Using HINTO ("hint-zero" ) in a SEM_MATCH query (see Section 1.6)
s New columns returned from SEM_MATCH: id, _prefix, _suffix (see Section 1.6)

XX



= Ability to create and manage semantic network indexes on models and rules
indexes (see Section 1.8)

s SEM_APIS.BULK_LOAD_FROM_STAGING_TABLE procedure: New options in
the flags parameter join_hint for tasks IZC, MBV, and MBT; parallel=n)

=  Simplification of staging table definition (fewer columns) and privilege
requirements (see Section 1.7.1)

= Simpler event tracing during bulk load (see the information about the new
RDF$ET_TAB table in Section 1.7.1.1)

Storage Model Enhancements and Migration

The storage model has been enhanced to support OWL inferencing: some internal data
structures and indexes have been changed, added, and removed. These changes also
result in enhanced performance.

Because of the extent of these changes, if you have semantic data that you used with
the previous release, you must upgrade that data to migrate it to the new format
before you can use any new features for this release. For more information, see
Appendix A, "Enabling, Downgrading, or Removing Semantic Technologies Support".

Support for OWL Inferencing

Support has been added to support storing, validating, and querying Web Ontology
Language (OWL)-based ontologies. Support is provided for a subset of the OWL DL
language.

To query ontology data, you can use table functions and operators that examine
semantic relationships, such as SEM_MATCH, SEM_RELATED, and SEM_DISTANCE.

New Bulk Loading Interface for Improved Performance

You can improve performance for bulk loading of semantic data in bulk using a
staging table and calling the SEM_APIS.BULK_LOAD_FROM_STAGING_TABLE
procedure. For more information, see Section 1.7.1.

Ontology-Assisted Querying of Relational Data

You can go beyond syntactic matching to perform semantic relatedness-based
querying of relational data, by associating an ontology with the data and using the
new SEM_RELATED operator (and optionally its SEM_DISTANCE ancillary operator).
The new SEM_INDEXTYPE index type improves performance for semantic queries.

Required Procedure for Using Semantic Technology Support

Before you can use any types, synonyms, or PL/SQL packages related to Oracle
semantic technologies support, you must enable support for semantic technologies.
For more information, see Appendix A, "Enabling, Downgrading, or Removing
Semantic Technologies Support".
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Oracle Database Semantic Technologies
Overview

This chapter describes the support in Oracle Database Enterprise Edition for semantic
technologies, specifically Resource Description Framework (RDF) and a subset of the
Web Ontology Language (OWL). It assumes that you are familiar with the major
concepts associated with RDF and OWL, such as {subject, predicate, object} triples,
URIs, blank nodes, plain and typed literals, and ontologies. This chapter does not
explain these concepts in detail, but focuses instead on how the concepts are
implemented in Oracle.

= For an excellent explanation of RDF concepts, see the World Wide Web
Consortium (W3C) RDF Primer at http://www.w3 .0org/TR/rdf-primer/.

= For information about OWL, see the OWL Web Ontology Language Reference at
http://www.w3.org/TR/owl-ref/.

The PL/SQL subprograms for working with semantic data are in the SEM_APIS
package, which is documented in Chapter 9.

The RDF and OWL support are features of Oracle Spatial, which must be installed for
these features to be used. However, the use of RDF and OWL is not restricted to spatial
data.

This chapter contains the following major sections:

= Section 1.1, "Introduction to Oracle Semantic Technologies"

= Section 1.2, "Semantic Data Modeling"

s Section 1.3, "Semantic Data in the Database"

s Section 1.4, "Semantic Metadata Tables and Views"

= Section 1.5, "Semantic Data Types, Constructors, and Methods"

= Section 1.6, "Using the SEM_MATCH Table Function to Query Semantic Data"
= Section 1.7, "Loading and Exporting Semantic Data"

= Section 1.8, "Using Semantic Network Indexes"

= Section 1.9, "Quick Start for Using Semantic Data"

= Section 1.10, "Semantic Data Examples (PL/SQL and Java)"

= Section 1.11, "Software Naming Changes for Semantic Technologies"

For information about OWL concepts and the Oracle Database support for OWL
capabilities, see Chapter 2.
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Required Actions to Enable Semantic Technologies Support: Before
performing any operations described in this guide, you must enable
semantic technologies support in the database and meet other
prerequisites, as explained in Section A.1, "Enabling Semantic
Technologies Support".

Release 11.2.0.2: Required Actions if Semantic Technologies Instal-
lation is Invalid: Further action may be required if your Semantic
Technologies installation is invalid after upgrading to Release
11.2.0.2.0. For information, see Section A.1.4.

1.1 Introduction to Oracle Semantic Technologies

Oracle Database enables you to store semantic data and ontologies, to query semantic
data and to perform ontology-assisted query of enterprise relational data, and to use
supplied or user-defined inferencing to expand the power of querying on semantic
data. Figure 1-1 shows how these capabilities interact.

Figure 1-1 Oracle Semantic Capabilities

INFER
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8 g 5 Query RDF/OWL Ontology-assisted
“ o v data and query of
= o 3 ontologies enterprise data
O >
\ I
STORE v 4 \ 4
RDF/OWL Enterprise
Bulk Load data and (relational)
ontologies data
Incremental
Load & DML
Database

As shown in Figure 1-1, the database contains semantic data and ontologies
(RDF/OWL models), as well as traditional relational data. To load semantic data, bulk
loading is the most efficient approach, although you can load data incrementally using
transactional INSERT statements.

Note: If you want to use existing semantic data from a release before
Oracle Database 11.1, the data must be upgraded as described in
Section A.1.

You can query semantic data and ontologies, and you can also perform
ontology-assisted queries of semantic and traditional relational data to find semantic
relationships. To perform ontology-assisted queries, use the SEM_RELATED operator,
which is described in Section 2.3.
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You can expand the power of queries on semantic data by using inferencing, which
uses rules in rulebases. Inferencing enables you to make logical deductions based on
the data and the rules. For information about using rules and rulebases for inferencing,
see Section 1.3.6.

1.2 Semantic Data Modeling

In addition to its formal semantics, semantic data has a simple data structure that is
effectively modeled using a directed graph. The metadata statements are represented
as triples: nodes are used to represent two parts of the triple, and the third part is
represented by a directed link that describes the relationship between the nodes. The
triples are stored in a semantic data network. In addition, information is maintained
about specific semantic data models created by database users. A user-created model
has a model name, and refers to triples stored in a specified table column.

Statements are expressed in triples: {subject or resource, predicate or property, object
or value}. In this manual, {subject, property, object} is used to describe a triple, and the
terms statement and triple may sometimes be used interchangeably. Each triple is a
complete and unique fact about a specific domain, and can be represented by a link in
a directed graph.

1.3 Semantic Data in the Database

There is one universe for all semantic data stored in the database. All triples are parsed
and stored in the system as entries in tables under the MDSYS schema. A triple
{subject, property, object} is treated as one database object. As a result, a single
document containing multiple triples results in multiple database objects.

All the subjects and objects of triples are mapped to nodes in a semantic data network,
and properties are mapped to network links that have their start node and end node as
subject and object, respectively. The possible node types are blank nodes, URIs, plain
literals, and typed literals.

The following requirements apply to the specifications of URIs and the storage of
semantic data in the database:

= A subject must be a URI or a blank node.
= A property must be a URL

= An object can be any type, such as a URI, a blank node, or a literal. (However, null
values and null strings are not supported.)

1.3.1 Metadata for Models

The MDSYS.SEM_MODELS$ view contains information about all models defined in the
database. When you create a model using the SEM_APIS.CREATE_SEM_MODEL
procedure, you specify a name for the model, as well as a table and column to hold
references to the semantic data, and the system automatically generates a model ID.

Oracle maintains the MDSYS.SEM_MODELS$ view automatically when you create and
drop models. Users should never modify this view directly. For example, do not use
SQL INSERT, UPDATE, or DELETE statements with this view.

The MDSYS.SEM_MODELS$ view contains the columns shown in Table 1-1.
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Table 1-1 MDSYS.SEM_MODELS View Columns

Column Name Data Type Description

OWNER VARCHAR2(30) Schema of the owner of the model.

MODEL_ID NUMBER Unique model ID number, automatically generated.

MODEL_NAME  VARCHAR2(25) Name of the model.

TABLE_NAME VARCHAR2(30) Name of the table to hold references to semantic data
for the model.

COLUMN_NAME VARCHAR2(30) Name of the column of type SDO_RDF_TRIPLE_S in
the table to hold references to semantic data for the
model.

MODEL_ VARCHAR2(30) Name of the tablespace to be used for storing the triples

TABLESPACE_ for this model.

NAME

When you create a model, a view for the triples associated with the model is also
created under the MDSYS schema. This view has a name in the format SEMM_
model-name, and it is visible only to the owner of the model and to users with suitable
privileges. Each MDSYS.SEMM_model-name view contains a row for each triple (stored
as a link in a network), and it has the columns shown in Table 1-2.

Table 1-2 MDSYS.SEMM_model-name View Columns

Column Name Data Type Description

P_VALUE_ID NUMBER The VALUE_ID for the text value of the predicate
of the triple. Part of the primary key.

START_NODE_ID NUMBER The VALUE_ID for the text value of the subject of
the triple. Also part of the primary key.

CANON_END_ NUMBER The VALUE_ID for the text value of the canonical

NODE_ID form of the object of the triple. Also part of the
primary key.

END_NODE_ID NUMBER The VALUE_ID for the text value of the object of
the triple

MODEL_ID NUMBER The ID for the RDF graph to which the triple
belongs. It logically partitions the table by RDF
graphs.

COST NUMBER (Reserved for future use)

CTXT1 NUMBER (Reserved for future use)

CTXT2 VARCHAR2(4000)  (Reserved for future use)

DISTANCE NUMBER (Reserved for future use)

EXPLAIN VARCHAR2(4000)  (Reserved for future use)

PATH VARCHAR2(4000)  (Reserved for future use)

LINK_ID VARCHAR2(71) Unique triple identifier value. (It is currently a

computed column, and its definition may change
in a future release.)
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Note: In Table 1-2, for columns P_VALUE_ID, START_NODE_ID,
END_NODE_ID, and CANON_END_NODE_ID, the actual ID values
are computed from the corresponding lexical values. However, a
lexical value may not always map to the same ID value.

1.3.2 Statements

The MDSYS.RDE_VALUES$ table contains information about the subjects, properties,

and objects used to represent RDF statements. It uniquely stores the text values (URIs
or literals) for these three pieces of information, using a separate row for each part of

each triple.

Oracle maintains the MDSYS.RDF_VALUES$ table automatically. Users should never
modify this view directly. For example, do not use SQL INSERT, UPDATE, or DELETE
statements with this view.

The RDF_VALUES$ table contains the columns shown in Table 1-3.

Table 1-3 MDSYS.RDF_VALUES Table Columns

Column Name Data Type Description

VALUE_ID NUMBER Unique value ID number, automatically generated.

VALUE_TYPE VARCHAR2(10)  The type of text information stored in the VALUE_
NAME column. Possible values: UR for URI, BN for
blank node, PL for plain literal, PL.@ for plain literal
with a language tag, PLL for plain long literal, PLL@
for plain long literal with a language tag, TL for typed
literal, or TLL for typed long literal. A long literal is a
literal with more than 4000 bytes.

VNAME_PREFIX VARCHAR2(4000) If the length of the lexical value is 4000 bytes or less,
this column stores a prefix of a portion of the lexical
value. The SEM_APIS.VALUE_NAME_PREFIX
function can be used for prefix computation. For
example, the prefix for the portion of the lexical value
<http://www.w3.0rg/1999/02/22-rdf-syntax
-ns#type> without the angle brackets is
http://www.w3.0rg/1999/02/22-rdf-syntax-
ns#.

VNAME_SUFFIX VARCHAR2(512) If the length of the lexical value is 4000 bytes or less,
this column stores a suffix of a portion of the lexical
value. The SEM_APIS.VALUE_NAME_SUFFIX
function can be used for suffix computation. For the
lexical value mentioned in the description of the
VNAME_PREFIX column, the suffix is type.

LITERAL_TYPE VARCHAR2(4000) For typed literals, the type information; otherwise,
null. For example, for a row representing a creation
date of 1999-08-16, the VALUE_TYPE column can
contain TL, and the LITERAL_TYPE column can

contain

http://www.w3.0rg/2001/XMLSchema#date.
LANGUAGE_ VARCHAR2(80) Language tag (for example, £r for French) for a literal
TYPE with a language tag (that is, if VALUE_TYPE is PL@ or

PLL@). Otherwise, this column has a null value.
CANONL_ID NUMBER The ID for the canonical lexical value for the current

lexical value. (The use of this column may change in a
future release.)
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Table 1-3 (Cont.) MDSYS.RDF_VALUES$ Table Columns

Column Name Data Type Description

COLLISION_EXT VARCHAR2(64)  Used for collision handling for the lexical value. (The
use of this column may change in a future release.)

CANON_ VARCHAR2(64)  Used for collision handling for the canonical lexical

COLLISION_EXT value. (The use of this column may change in a future
release.)

LONG_VALUE CLOB The character string if the length of the lexical value is
greater than 4000 bytes. Otherwise, this column has a
null value.

VALUE_NAME  VARCHAR2(4000) This is a computed column. If length of the lexical
value is 4000 bytes or less, the value of this column is
the concatenation of the values of VNAME_PREFIX
column and the VNAME_SUFFIX column.

1.3.2.1 Triple Uniqueness and Data Types for Literals

Duplicate triples are not stored in the database. To check if a triple is a duplicate of an
existing triple, the subject, property, and object of the incoming triple are checked
against triple values in the specified model. If the incoming subject, property, and
object are all URIs, an exact match of their values determines a duplicate. However, if
the object of incoming triple is a literal, an exact match of the subject and property, and
a value (canonical) match of the object, determine a duplicate. For example, the
following two triples are duplicates:

<eg:a> <eg:b> "123"**http://www.w3.0rg/2001/XMLSchema#int
<eg:a> <eg:b> "123"*"http://www.w3.0rg/2001/XMLSchema#unsignedByte

The second triple is treated as a duplicate of the first, because
"123"~~http://www.w3.0org/2001/XMLSchema#int has an equivalent value (is
canonically equivalent) to
"123"~"http://www.w3.0org/2001/XMLSchema#unsignedByte. Two entities
are canonically equivalent if they can be reduced to the same value.

To use a non-RDF example, A* (B-C), A*B-C*A, (B-C) *A, and -A*C+A*B all convert
into the same canonical form.

Value-based matching of lexical forms is supported for the following data types:
s STRING: plain literal, xsd:string and some of its XML Schema subtypes

s NUMERIC: xsd:decimal and its XML Schema subtypes, xsd:float, and xsd:double.
(Support is not provided for float/double INF, -INF, and NaN values.)

= DATETIME: xsd:datetime, with support for time zone. (Without time zone there
are still multiple representations for a single value, for example,
"2004-02-18T15:12:54" and "2004-02-18T15:12:54.0000".)

s DATE: xsd:date, with or without time zone
s OTHER: Everything else. (No attempt is made to match different representations).

Canonicalization is performed when the time zone is present for literals of type
xsd:time and xsd:dateTime.

The following namespace definition is used:
xmlns:xsd="http://www.w3.0rg/2001/XMLSchema”

The first occurrence of a literal in the RDF_VALUES$ table is taken as the canonical
form and given the VALUE_TYPE value of CPL, CPL@, CTL, CPLL, CPLL@, or CTLL as
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appropriate; that is, a C for canonical is prefixed to the actual value type. If a literal
with the same canonical form (but a different lexical representation) as a previously
inserted literal is inserted into the RDF_VALUES$ table, the VALUE_TYPE value
assigned to the new insert is PL, PL.@, TL, PLL, PLL@, or TLL as appropriate.

Canonically equivalent text values having different lexical representations are thus
stored in the RDF_VALUES$ table; however, canonically equivalent triples are not
stored in the database.

1.3.3 Subjects and Objects

RDF subjects and objects are mapped to nodes in a semantic data network. Subject
nodes are the start nodes of links, and object nodes are the end nodes of links.
Non-literal nodes (that is, URIs and blank nodes) can be used as both subject and
object nodes. Literals can be used only as object nodes.

1.3.4 Blank Nodes

Blank nodes can be used as subject and object nodes in the semantic network. Blank
node identifiers are different from URIs in that they are scoped within a semantic
model. Thus, although multiple occurrences of the same blank node identifier within a
single semantic model necessarily refer to the same resource, occurrences of the same
blank node identifier in two different semantic models do not refer to the same
resource.

In an Oracle semantic network, this behavior is modeled by requiring that blank nodes
are always reused (that is, are used to represent the same resource if the same blank
node identifier is used) within a semantic model, and never reused between two
different models. Thus, when inserting triples involving blank nodes into a model, you
must use the SDO_RDF_TRIPLE_S constructor that supports reuse of blank nodes.

1.3.5 Properties

Properties are mapped to links that have their start node and end node as subjects and
objects, respectively. Therefore, a link represents a complete triple.

When a triple is inserted into a model, the subject, property, and object text values are
checked to see if they already exist in the database. If they already exist (due to
previous statements in other models), no new entries are made; if they do not exist,
three new rows are inserted into the RDF_VALUES$ table (described in Section 1.3.2).

1.3.6 Inferencing: Rules and Rulebases

Inferencing is the ability to make logical deductions based on rules. Inferencing
enables you to construct queries that perform semantic matching based on meaningful
relationships among pieces of data, as opposed to just syntactic matching based on
string or other values. Inferencing involves the use of rules, either supplied by Oracle
or user-defined, placed in rulebases.

Figure 1-2 shows triple sets being inferred from model data and the application of
rules in one or more rulebases. In this illustration, the database can have any number
of semantic models, rulebases, and inferred triple sets, and an inferred triple set can be
derived using rules in one or more rulebases.
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Figure 1-2 Inferencing
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A rule is an object that can be applied to draw inferences from semantic data. A rule is
identified by a name and consists of:

= AnIF side pattern for the antecedents

= An optional filter condition that further restricts the subgraphs matched by the IF
side pattern

= A THEN side pattern for the consequents

For example, the rule that a chairperson of a conference is also a reviewer of the conference
could be represented as follows:

('chairpersonRule', -- rule name

‘(?r :ChairPersonOf ?c)’, -- IF side pattern

NULL, -- filter condition

‘(?r :ReviewerOf ?c)’, -- THEN side pattern
SEM_ALIASES (SEM_ALIAS('', 'http://some.org/test/'))
)

In this case, the rule does not have a filter condition, so that component of the
representation is NULL. For best performance, use a single-triple pattern on the THEN
side of the rule. If a rule has multiple triple patterns on the THEN side, you can easily
break it into multiple rules, each with a single-triple pattern, on the THEN side.

A rulebase is an object that contains rules. The following Oracle-supplied rulebases
are provided:

= RDFS

= RDF (a subset of RDFS)
s OWLSIF (empty)

s RDFS++ (empty)

s OWLPrime (empty)

s SKOSCORE (empty)

The RDFS and RDF rulebases are created when you call the SEM_APIS.CREATE_
SEM_NETWORK procedure to add RDF support to the database. The RDEFS rulebase
implements the RDFES entailment rules, as described in the World Wide Web
Consortium (W3C) RDF Semantics document at http://www.w3.org/TR/rdf-mt/.
The RDF rulebase represents the RDF entailment rules, which are a subset of the RDFS
entailment rules. You can see the contents of these rulebases by examining the
MDSYS.SEMR_RDFS and MDSYS.SEMR_RDF views.
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You can also create user-defined rulebases using the SEM_APIS.CREATE_RULEBASE
procedure. User-defined rulebases enable you to provide additional specialized
inferencing capabilities.

For each rulebase, a system table is created to hold rules in the rulebase, along with a
system view with a name in the format MDSYS.SEMR _rulebase-name (for example,
MDSYS.SEMR_FAMILY_RB for a rulebase named FAMILY_ RB). You must use this
view to insert, delete, and modify rules in the rulebase. Each MDSYS.SEMR _
rulebase-name view has the columns shown in Table 1-4.

Table 1-4 MDSYS.SEMR_rulebase-name View Columns

Column Name Data Type Description

RULE_NAME VARCHAR2(30)  Name of the rule
ANTECEDENTS VARCHAR2(4000) IF side pattern for the antecedents

FILTER VARCHAR2(4000) Filter condition that further restricts the subgraphs
matched by the IF side pattern. Null indicates no filter
condition is to be applied.

CONSEQUENTS VARCHAR2(4000) THEN side pattern for the consequents

ALIASES SEM_ALIASES One or more namespaces to be used. (The SEM_
ALIASES data type is described in Section 1.6.)

Information about all rulebases is maintained in the MDSYS.SEM_RULEBASE_INFO
view, which has the columns shown in Table 1-5 and one row for each rulebase.

Table 1-5 MDSYS.SEM_RULEBASE_INFO View Columns

Column Name Data Type Description

OWNER VARCHAR2(30)  Owner of the rulebase

RULEBASE_ VARCHAR2(25)  Name of the rulebase

NAME

RULEBASE _ VARCHAR2(30)  Name of the view that you must use for any SQL

VIEW_NAME statements that insert, delete, or modify rules in the
rulebase

STATUS VARCHAR2(30)  Contains VALID if the rulebase is valid, INPROGRESS

if the rulebase is being created, or FAILED if a system
failure occurred during the creation of the rulebase.

Example 1-1 creates a rulebase named family_ rb, and then inserts a rule named
grandparent_rule into the family_rb rulebase. This rule says that if a person is
the parent of a child who is the parent of a child, that person is a grandparent of (that
is, has the grandParentOf relationship with respect to) his or her child’s child. It also
specifies a namespace to be used. (This example is an excerpt from Example 1-25 in
Section 1.10.2.)

Example 1-1 Inserting a Rule into a Rulebase
EXECUTE SEM_APIS.CREATE_RULEBASE('family rb');

INSERT INTO mdsys.semr_family_rb VALUES (
'grandparent_rule',
' (?x :parentOf ?y) (?y :parentOf ?z)',
NULL,
' (?x :grandParentOf ?z)',
SEM_ALTASES (SEM_ALIAS('', 'http://www.example.org/family/"')));
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Note that the kind of grandparent rule shown in Example 1-1 can be implemented
using the OWL 2 property chain construct. For information about property chain
handling, see Section 3.2.2.

You can specify one or more rulebases when calling the SEM_MATCH table function
(described in Section 1.6), to control the behavior of queries against semantic data.
Example 1-2 refers to the family_rb rulebase and to the grandParentOf
relationship created in Example 1-1, to find all grandfathers (grandparents who are
male) and their grandchildren. (This example is an excerpt from Example 1-25 in
Section 1.10.2.)

Example 1-2 Using Rulebases for Inferencing

-- Select all grandfathers and their grandchildren from the family model.
-- Use inferencing from both the RDFS and family rb rulebases.
SELECT x, vy
FROM TABLE (SEM_MATCH (
' (?x :grandParentOf ?y) (?x rdf:type :Male)',
SEM_Models('family'),
SEM_Rulebases ('RDFS', 'family_rb'),
SEM_ALIASES (SEM_ALIAS('', 'http://www.example.org/family/')),
null));

For information about support for native OWL inferencing, see Section 2.2.

1.3.7 Entailments (Rules Indexes)

An entailment (rules index) is an object containing precomputed triples that can be
inferred from applying a specified set of rulebases to a specified set of models. If a
SEM_MATCH query refers to any rulebases, an entailment must exist for each
rulebase-model combination in the query.

To create an entailment, use the SEM_APIS.CREATE_ENTAILMENT procedure. To
drop (delete) an entailment, use the SEM_APIS.DROP_ENTAILMENT procedure.

When you create an entailment, a view for the triples associated with the entailment is
also created under the MDSYS schema. This view has a name in the format SEMI_
entailment-name, and it is visible only to the owner of the entailment and to users with
suitable privileges. Each MDSYS.SEMI_entailment-name view contains a row for each
triple (stored as a link in a network), and it has the same columns as the SEMM._
model-name view, which is described in Table 1-2 in Section 1.3.1.

Information about all entailments is maintained in the MDSYS.SEM_RULES_INDEX_
INFO view, which has the columns shown in Table 1-6 and one row for each
entailment.

Table -6 MDSYS.SEM_RULES_INDEX_INFO View Columns

Column Name Data Type Description

OWNER VARCHAR2(30)  Owner of the entailment
INDEX_NAME VARCHAR?2(25) Name of the entailment

INDEX_VIEW_  VARCHAR2(30) Name of the view that you must use for any SQL
NAME statements that insert, delete, or modify rules in the
entailment
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Table 1-6 (Cont.) MDSYS.SEM_RULES_INDEX_INFO View Columns

Column Name Data Type Description

STATUS VARCHAR2(30) Contains VALID if the entailment is valid, INVALID if
the entailment is not valid, INCOMPLETE if the
entailment is incomplete (similar to INVALID but
requiring less time to re-create), INPROGRESS if the
entailment is being created, or FAILED if a system
failure occurred during the creation of the entailment.

MODEL_COUNT NUMBER Number of models included in the entailment
RULEBASE _ NUMBER Number of rulebases included in the entailment
COUNT

Information about all database objects, such as models and rulebases, related to
entailments is maintained in the MDSYS.SEM_RULES_INDEX_DATASETS view. This
view has the columns shown in Table 1-7 and one row for each unique combination of
values of all the columns.

Table 1-7 MDSYS.SEM_RULES_INDEX_DATASETS View Columns

Column Name Data Type Description
INDEX_NAME VARCHAR2(25)  Name of the entailment
DATA_TYPE VARCHAR2(8) Type of data included in the entailment. Examples:

MODEL and RULEBASE

DATA_NAME VARCHAR2(25)  Name of the object of the type in the DATA_TYPE
column

Example 1-3 creates an entailment named family rb_rix family, using the
family model and the RDF'S and family_ rb rulebases. (This example is an excerpt
from Example 1-25 in Section 1.10.2.)

Example 1-3 Creating an Entailment

BEGIN
SEM_APIS.CREATE_ENTAILMENT (
'rdfs_rix_family',
SEM_Models ('family"'),
SEM_Rulebases ('RDFS', 'family_rb'));
END;
/

1.3.8 Virtual Models

A virtual model is a logical graph that can be used in a SEM_MATCH query. A virtual
model is the result of a UNION or UNION ALL operation on one or more models and
optionally the corresponding entailment.

Using a virtual model can provide several benefits:

= It can simplify management of access privileges for semantic data. For example,
assume that you have created three semantic models and one entailment based on
the three models and the OWLPrime rulebase. Without a virtual model, you must
individually grant and revoke access privileges for each model and the entailment.
However, if you create a virtual model that contains the three models and the
entailment, you will only need to grant and revoke access privileges for the single
virtual model.
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s It can facilitate rapid updates to semantic models. For example, assume that
virtual model VM1 contains model M1 and entailment R1 (that is, VM1 = M1
UNION ALL R1), and assume that semantic model M1_UPD is a copy of M1 that
has been updated with additional triples and that R1_UPD is an entailment
created for M1_UPD. Now, to have user queries over VM1 go to the updated
model and entailment, you can redefine virtual model VM1 (that is, VM1 = M1_
UPD UNION ALL R1_UPD).

s It can simplify query specification because querying a virtual model is equivalent
to querying multiple models in a SEM_MATCH query. For example, assume that
models m1, m2, and m3 already exist, and that an entailment has been created for
ml, m2 ,and m3 using the OWLPrime rulebase. You could create a virtual model
vml as follows:

EXECUTE sem_apis.create_virtual_model('vml', sem models('ml', 'm2', 'm3'),
sem_rulebases (‘OWLPRIME') ) ;

To query the virtual model, use the virtual model name as if it were a model in a
SEM_MATCH query. For example, the following query on the virtual model:

SELECT * FROM TABLE (sem_match('{..}', sem_models(‘vml’), null, ..));

is equivalent to the following query on all the individual models:

SELECT * FROM TABLE (sem_match('{..}', sem_models('ml', 'm2', 'm3'),
sem_rulebases ('OWLPRIME'), ..));

A SEM_MATCH query over a virtual model will query either the SEMV or SEMU
view (SEMU by default and SEMV if the ' ALLOW_DUP=T" option is specified)
rather than querying the UNION or UNION ALL of each model and entailment.
For information about these views and options, see the reference section for the
SEM_APIS.CREATE_VIRTUAL_MODEL procedure.

Note that you cannot use Oracle Workspace Manager version-enabling on a model
that participates in a virtual model. (Workspace Manager support for RDF data is
described in Chapter 6.)

Virtual models use views (described later in this section) and add some metadata
entries, but do not significantly increase system storage requirements.

To create a virtual model, use the SEM_APIS.CREATE_VIRTUAL_MODEL procedure.
To drop (delete) a virtual model, use the SEM_APIS.DROP_VIRTUAL_MODEL
procedure. A virtual model is dropped automatically if any of its component models,
rulebases, or entailment are dropped.

To query a virtual model, specify the virtual model name in the models parameter of
the SEM_MATCH table function, as shown in Example 1-4.

Example 1-4 Querying a Virtual Model

SELECT COUNT (protein)
FROM TABLE (SEM_MATCH (

' (?protein rdf:type :Protein)
(?protein :citation ?citation)
(?citation :author "Bairoch A.")’,

SEM_MODELS ( ‘UNIPROT VM'),

NULL,

SEM_ALIASES (SEM_ALIAS('', 'http://purl.uniprot.org/core/')),

NULL,

NULL,

‘ALLOW_DUP=T"')) ;
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For information about the SEM_MATCH table function, see Section 1.6, which
includes information using certain attributes when querying a virtual model.

When you create a virtual model, an entry is created for it in the MDSYS.SEM_
MODELS$ view, which is described in Table 1-1 in Section 1.3.1. However, the values in
several of the columns are different for virtual models as opposed to semantic models,
as explained in Table 1-8.

Table -8 MDSYS.SEM_MODELS$ View Column Explanations for Virtual Models

Column Name Data Type Description

OWNER VARCHAR2(30) Schema of the owner of the virtual model

MODEL_ID NUMBER Unique model ID number, automatically generated.
Will be a negative number, to indicate that this is a
virtual model.

MODEL_NAME  VARCHAR2(25) Name of the virtual model

TABLE_NAME VARCHAR2(30) Null for a virtual model

COLUMN_NAME VARCHAR2(30) Null for a virtual model

MODEL _ VARCHAR2(30) Null for a virtual model

TABLESPACE_

NAME

Information about all virtual models is maintained in the MDSYS.SEM_VMODEL _
INFO view, which has the columns shown in Table 1-9 and one row for each virtual
model.

Table -9 MDSYS.SEM_VMODEL_INFO View Columns

Column Name Data Type Description

OWNER VARCHAR2(30)  Owner of the virtual model

VIRTUAL_ VARCHAR2(25)  Name of the virtual model

MODEL_NAME

UNIQUE_VIEW_ VARCHAR2(30) Name of the view that contains unique triples in the

NAME virtual model, or null if the view was not created

DUPLICATE_ VARCHAR2(30)  Name of the view that contains duplicate triples (if

VIEW_NAME any) in the virtual model

STATUS VARCHAR2(30) Contains VALID if the associated entailment is valid,
INVALID if the entailment is not valid, INCOMPLETE if
the entailment is incomplete (similar to INVALID but
requiring less time to re-create), INPROGRESS if the
entailment is being created, FAILED if a system failure
occurred during the creation of the entailment, or
NORIDX if no entailment is associated with the virtual
model.

MODEL_COUNT NUMBER Number of models in the virtual model

RULEBASE_ NUMBER Number of rulebases used for the virtual model

COUNT

RULES_INDEX_ NUMBER Number of entailments in the virtual model

COUNT

Information about all objects (models, rulebases, and entailment) related to virtual
models is maintained in the MDSYS.SEM_VMODEL_DATASETS view. This view has
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the columns shown in Table 1-10 and one row for each unique combination of values
of all the columns.

Table 1-10 MDSYS.SEM_VMODEL_DATASETS View Columns

Column Name Data Type Description

VIRTUAL_ VARCHAR2(25)  Name of the virtual model

MODEL_NAME

DATA_TYPE VARCHAR2(8) Type of object included in the virtual model.

Examples: MODEL for a semantic model, RULEBASE for
a rulebase, or RULEIDX for an entailment

DATA_NAME VARCHAR2(25)  Name of the object of the type in the DATA_TYPE

column

1.3.9 Semantic Data Security Considerations

The following database security considerations apply to the use of semantic data:

When a model or entailment is created, the owner gets the SELECT privilege with
the GRANT option on the associated view. Users that have the SELECT privilege
on these views can perform SEM_MATCH queries against the associated model or
entailment.

When a rulebase is created, the owner gets the SELECT, INSERT, UPDATE, and
DELETE privileges on the rulebase, with the GRANT option. Users that have the
SELECT privilege on a rulebase can create an entailment that includes the
rulebase. The INSERT, UPDATE, and DELETE privileges control which users can
modify the rulebase and how they can modify it.

To perform data manipulation language (DML) operations on a model, a user
must have DML privileges for the corresponding base table.

The creator of the base table corresponding to a model can grant privileges to
other users.

To perform data manipulation language (DML) operations on a rulebase, a user
must have the appropriate privileges on the corresponding database view.

The creator of a model can grant SELECT privileges on the corresponding
database view to other users.

A user can query only those models for which that user has SELECT privileges to
the corresponding database views.

Only the creator of a model or a rulebase can drop it.

1.4 Semantic Metadata Tables and Views

Oracle Database maintains several tables and views in the MDSYS schema to hold
metadata related to semantic data. (Some of these tables and views are created by the
SEM_APIS.CREATE_SEM_NETWORK procedure, as explained in Section 1.9, and
some are created only as needed.) Table 1-11 lists the tables and views in alphabetical
order. (In addition, several tables and views are created for Oracle internal use, and
these are accessible only by users with DBA privileges.)
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Table 1-11 Semantic Metadata Tables and Views

Name Contains Information About Described In
RDF_VALUE$ Subjects, properties, and objects used to Section 1.3.2
represent statements
RDFOLS_SECURE_ Resources secured with Oracle Label Security Section 5.2.2.6
RESOURCE (OLS) policies and the sensitivity labels
associated with these resources
RDFVPD_MODELS RDF models and their associated VPD policies ~ Section 5.1.5
RDFVPD_POLICIES All VPD policies defined in the schema or the ~ Section 5.1.4
policies to which the user has FULL access
RDFVPD_POLICY_ Constraints defined in the VPD policy that are  Section 5.1.6
CONSTRAINTS accessible to the current user
RDFVPD_PREDICATE_ Predicate metadata associated with a VPD Section 5.1.7
MDATA policy
RDFVPD_RESOURCE_REL Subclass, subproperty, and equivalence Section 5.1.8

property relationships that are defined between
resources in a VPD policy

SEM_MODEL$ All models defined in the database Section 1.3.1
SEMM_model-name Triples in the specified model Section 1.3.1
SEM_RULEBASE_INFO Rulebases Section 1.3.6
SEM_RULES_INDEX_ Database objects used in entailments Section 1.3.7
DATASETS

SEM_RULES_INDEX_INFO Entailments (rules indexes) Section 1.3.7
SEM_VMODEL_INFO Virtual models Section 1.3.8
SEM_VMODEL_ Database objects used in virtual models Section 1.3.8
DATASETS

SEMCL _entailment-name owl:sameAs clique members and canonical Section 2.2.8

representatives

SEMI_entailment-name Triples in the specified entailment Section 1.3.7
SEMR _rulebase-name Rules in the specified rulebase Section 1.3.6
SEMU_virtual-model-name ~ Unique triples in the virtual model Section 1.3.8
SEMV _virtual-model-name ~ Triples in the virtual model Section 1.3.8

1.5 Semantic Data Types, Constructors, and Methods

The SDO_RDEF_TRIPLE object type represents semantic data in triple format, and the
SDO_RDEF_TRIPLE_S object type (the _S for storage) stores persistent semantic data in
the database. The SDO_RDF_TRIPLE_S type has references to the data, because the
actual semantic data is stored only in the central RDF schema. This type has methods
to retrieve the entire triple or part of the triple.

Note: Blank nodes are always reused within an RDF model and
cannot be reused across models

The SDO_RDEF_TRIPLE type is used to display triples, whereas the SDO_RDF_
TRIPLE_S type is used to store the triples in database tables.
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The SDO_RDEF_TRIPLE object type has the following attributes:

SDO_RDF_TRIPLE (
subject VARCHAR2 (4000),
property VARCHAR2 (4000),
object VARCHAR2 (10000))

The SDO_RDEFE_TRIPLE_S object type has the following attributes:

SDO_RDF_TRIPLE_S (

RDF_C_ID NUMBER, -- Canonical object value ID
SEM_M_ID NUMBER, -- Model ID

RDF_S_ID NUMBER, -- Subject value ID
RDF_P_ID NUMBER, -- Property value ID

RDF_O_ID NUMBER) -- Object value ID

The SDO_RDF_TRIPLE_S type has the following methods that retrieve a triple or a
part (subject, property, or object) of a triple:

GET_TRIPLE() RETURNS SDO_RDF_TRIPLE
GET_SUBJECT () RETURNS VARCHAR2
GET_PROPERTY () RETURNS VARCHAR2
GET_OBJECT () RETURNS CLOB

Example 1-5 shows the SDO_RDF_TRIPLE_S methods.

Example 1-5 SDO_RDF_TRIPLE_S Methods

SELECT a.triple.GET _TRIPLE() AS triple
FROM articles_rdf_data a WHERE a.id = 1;

TRIPLE (SUBJECT, PROPERTY, OBJECT)

SDO_RDF_TRIPLE ('<http://nature.example.com/Articlel>"', '<http://purl.org/dc/elem
ents/1.1/title>', '<All about XYZ>"')

SELECT a.triple.GET_SUBJECT() AS subject
FROM articles_rdf_data a WHERE a.id = 1;

SUBJECT

<http://nature.example.com/Articlel>

SELECT a.triple.GET_PROPERTY () AS property
FROM articles_rdf_data a WHERE a.id = 1;

PROPERTY

<http://purl.org/dc/elements/1.1/title>

SELECT a.triple.GET_OBJECT() AS object
FROM articles_rdf data a WHERE a.id = 1;

OBJECT

<All about XYZ>
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1.5.1 Constructors for Inserting Triples Without Any Blank Nodes

The following constructor formats are available for inserting triples into a model table.
The only difference is that in the second format the data type for the object is CLOB, to
accommodate very long literals.

SDO_RDF_TRIPLE_S (

model name VARCHAR2, -- Model name
subject VARCHAR2, -- Subject
property VARCHAR2, -- Property
object VARCHAR2) -- Object
RETURN SELF;

SDO_RDF_TRIPLE_S (

model_name VARCHAR2, -- Model name
subject VARCHAR2, -- Subject
property VARCHAR2, -- Property
object CLOB) -- Object

RETURN SELF;

GET_OBJ_VALUE () RETURN VARCHAR2;

Example 1-6 uses the first constructor format to insert a triple.

Example 1-6 SDO_RDF_TRIPLE_S Constructor to Insert a Triple

INSERT INTO articles_rdf data VALUES (2,
SDO_RDF_TRIPLE_S ('articles', '<http://nature.example.com/Articlel>",
'<http://purl.org/dc/elements/1.1/creator>",
'"Jane Smith"'));

1.5.2 Constructors for Inserting Triples With or Without Any Blank Nodes

The following constructor formats are available for inserting triples referring to blank
nodes into a model table. The only difference is that in the second format the data type
for the fourth attribute is CLOB, to accommodate very long literals.

SDO_RDF_TRIPLE_ S (

model_name VARCHAR2, -- Model name

sub_or_bn VARCHAR2, -- Subject or blank node

property VARCHAR2, -- Property

obj_or_bn VARCHAR2, -- Object or blank node

bn m_id NUMBER) -- ID of the model from which to reuse the blank node
RETURN SELF;

SDO_RDF_TRIPLE_S (

model_name VARCHAR2, -- Model name

sub_or_bn VARCHAR2, -- Subject or blank node

property  VARCHAR2, -- Property

object CLOB, -- Object

bn_m_id NUMBER) -- ID of the model from which to reuse the blank node
RETURN SELF;

If the value of bn_m_1id is positive, it must be the same as the model ID of the target
model.

Example 1-7 uses the first constructor format to insert a triple that reuses a blank node
for the subject.
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Example 1-7 SDO_RDF_TRIPLE_S Constructor to Reusing a Blank Node

INSERT INTO nsu_data VALUES (SDO_RDF_TRIPLE_S (
‘nsu’,
' _:BNSEQN1001A",
'<http://www.w3.0rg/1999/02/22-rdf-syntax-ns#type>",
'<http://www.w3.0rg/1999/02/22-rdf-syntax-ns#Seq>",
4));

1.6 Using the SEM_MATCH Table Function to Query Semantic Data

To query semantic data, use the SEM_MATCH table function. This function has the
following attributes:

SEM_MATCH (

query VARCHAR2,
models SEM_MODELS,
rulebases SEM_RULEBASES,
aliases SEM_ALIASES,
filter VARCHAR2,
index_status VARCHAR2,
options VARCHAR2

) RETURN ANYDATASET;

The query attribute is required. The other attributes are optional (that is, each can be a
null value).

The query attribute is a string literal (or concatenation of string literals) with one or
more triple patterns, usually containing variables. (The query attribute cannot be a
bind variable or an expression involving a bind variable.) A triple pattern is a triple of
atoms enclosed in parentheses. Each atom can be a variable (for example, ?x), a
qualified name (for example, rdf : type) that is expanded based on the default
namespaces and the value of the aliases attribute, or a full URI (for example,
<http://www.example.org/family/Male>). In addition, the third atom can be a
numeric literal (for example, 3 . 14), a plain literal (for example, "Herman"), a
language-tagged plain literal (for example, "Herman" @en), or a typed literal (for
example, "123"~"xsd:int).

For example, the following query attribute specifies three triple patterns to find
grandfathers (that is, grandparents who are also male) and the height of each of their
grandchildren:

' (?x :grandParentOf ?y) (?x rdf:type :Male) (?y :height ?h)'

The models attribute identifies the model or models to use. Its data type is SEM_
MODELS, which has the following definition: TABLE OF VARCHAR2 (25).If you are
querying a virtual model, specify only the name of the virtual model and no other
models. (Virtual models are explained in Section 1.3.8.)

The rulebases attribute identifies one or more rulebases whose rules are to be
applied to the query. Its data type is SDO_RDF_RULEBASES, which has the following
definition: TABLE OF VARCHAR2 (25). If you are querying a virtual model, this
attribute must be null.

The aliases attribute identifies one or more namespaces, in addition to the default
namespaces, to be used for expansion of qualified names in the query pattern. Its data
type is SEM_ALIASES, which has the following definition: TABLE OF SEM_ALIAS,
where each SEM_ALIAS element identifies a namespace ID and namespace value. The
SEM_ALIAS data type has the following definition: (namespace_id

VARCHAR2 (30) , namespace_val VARCHAR2 (4000))
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The following default namespaces (namespace_id and namespace_val attributes)
are used by the SEM_MATCH table function:

('rdf', 'http://www.w3.0rg/1999/02/22-rdf-syntax-ns#"')
('rdfs', 'http://www.w3.org/2000/01/rdf-schema#"')
('xsd', 'http://www.w3.org/2001/XMLSchema#')

You can override any of these defaults by specifying the namespace_id value and a
different namespace_val value in the aliases attribute.

The filter attribute identifies any additional selection criteria. If this attribute is not
null, it should be a string in the form of a WHERE clause without the WHERE keyword.
For example: ' (h >= 6) ’ to limit the result to cases where the height of the
grandfather’s grandchild is 6 or greater (using the example of triple patterns earlier in
this section).

The index_status attribute lets you query semantic data even when the relevant
entailment does not have a valid status. (If you are querying a virtual model, this
attribute refers to the entailment associated with the virtual model.) If this attribute is
null, the query returns an error if the entailment does not have a valid status. If this
attribute is not null, it must be the string INCOMPLETE or INVALID. For an
explanation of query behavior with different index_status values, see Section 1.6.1.

The options attribute identifies options that can affect the results of queries. Options
are expressed as keyword-value pairs. The following options are supported:

= ALL_BGP_HASH and ALL_B GP_NL are global query optimizer hints that specify
that all inter-BGP joins (for example. the join between the root BGP and an
OPTIONAL BGP) should use the specified join type.

Example 1-13 shows the ALL_BGP_HASH option used in a SEM_MATCH query.

= ALL_ORDERED is a global query optimizer hint that specifies that the triple
patterns in each BGP in the query should be evaluated in order. If ALL_ ORDERED
is used with a HINTO hint specified in the options attribute, the HINTO hint
overrides the ALL_ORDERED hint for the root BGP.

Example 1-13 shows the ALL_ORDERED option used in a SEM_MATCH query.

= ALLOW_DUP=T generates an underlying SQL statement that performs a "union all"
instead of a union of the semantic models and inferred data (if applicable). This
option may introduce more rows (duplicate triples) in the result set, and you may
need to adjust the application logic accordingly. If you do not specify this option,
duplicate triples are automatically removed across all the models and inferred
data to maintain the set semantics of merged RDF graphs; however, removing
duplicate triples increases query processing time. In general, specifying ‘' ALLOW_
DUP=T' improves performance significantly when multiple semantic models are
involved in a SEM_MATCH query.

If you are querying a virtual model, specifying ALLOW_DUP=T causes the SEMV_
vm_name view to be queried; otherwise, the SEMU_vm_name view is queried.

s  HINTO={<hint-string>} (pronounced and written "hint" and the number zero)
specifies one or more keywords with hints to influence the execution plan and
results of queries. Conceptually, a graph pattern with n triple patterns and
referring to m distinct variables results in an (n+m)-way join: n-way self-join of the
target RDF model or models and optionally the corresponding entailment, and
then m joins with RDF_VALUES$ for looking up the values for the m variables. A
hint specification affects the join order and join type used for the query execution.

The hint specification, <hint-string>, uses keywords, some of which have
parameters consisting of a sequence or set of aliases, or references, for individual
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triple patterns and variables used in the query. Aliases for triple patterns are of the
form ti where i refers to the 0-based ordinal numbers of triple patterns in the
query. For example, the alias for the first triple pattern in a query is t0, the alias
for the second one is t1, and so on. Aliases for the variables used in a query are
simply the names of those variables. Thus, ?x will be used in the hint specification
as the alias for a variable ?x used in the graph pattern.

Hints used for influencing query execution plans include LEADING(<sequence of
aliases>), USE_NL(<set of aliases>), USE_HASH(<set of aliases>), and INDEX(<alias>
<index_name>). Hints used for influencing the results of queries include GET_
CANON_VALUE(<set of aliases for variables>), which ensures