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Chapter 1

Introduction

The main goal of this work is to solve a practical problem and develop exact theory
which is related but not restricted to the solution of the practical problem. Reaching
both of these goals is a great challenge. The problems appearing in practice often have
too many parameters to compute with, and some nice theoretical model and its elegant
solution often leads to insufficient results in the practice.

Our practical problem is from the area of virtual reality. The aim is to provide methods
for a walkthrough system that allow to manage arbitrarily large geometric scenes and
that guarantee the navigation and small updates in such scenes in real time. Such
systems are inquired in architecture, advertising, tourism, planning of cities, planning
of traffic, geographic information systems, medicine, education, etc... In order to achieve
our goal we must take a deeper look into the structure of the problems.

It is not surprising that geometry plays an important role in the solution of such prob-
lems. The basis for our approach are geometric spanners that are geometric graphs
with the property that the length of the shortest path between each pair of vertices is
not much larger than the Euclidean distance of the pair. This property can be exploited
making the solution of special problems in walkthrough systems possible. Geometric
spanners have many other applications in various areas of computer science, for exam-
ple, in motion planing, VLSI design, they are used for approximating the minimum
spanning tree, and for a fully polynomial time approximation scheme for the traveling
salesman and related problems. We present older results and we prove new results
about geometric spanners that are not restricted to walkthrough systems.

An important generalization of spanners are fault tolerant spanners. Roughly spo-
ken, they are geometric networks that maintain the spanner property even if a certain
number of vertices or edges are failing. To calculate with such faults has an extreme



importance if one consider, for example, a network of aircraft corridors, where corridors
or airports can fall out because of bad weather or other reasons. In this work we also
investigate fault tolerant geometric spanners and we improve many previous results
significantly.

1.1 Walkthrough systems

The goal of walkthrough systems is a simulation and visualization of a three-dimensional
scene, e.g., a city. A scene consists of objects that are usually modeled by triangle
meshes. In our example the objects are houses, trees, streetlights, and cars. The visitor
of such a scene walks around and her environment is visualized on the screen or on a
special output device. For a smooth animation we have hard real time requirements.
Empirically, the computer has to render at least twenty pictures (frames) per second.
If the animation is computed with less than twenty frames per second, navigation in
the scenes is hard or impossible.

As mentioned above, in todays computer systems the objects of a scene are modeled
by triangle meshes. The triangles of such a mesh contain geometric and object specific
information, e.g., three-dimensional coordinates, color, textures, transparency informa-
tion, etc... For every position of the visitor the computer has to compute a view of
the scene. Hidden triangles have to be eliminated (hidden surface removal) and for
all visible triangles color and brightness has to be computed. This process is called
rendering.

The rendering process is often supported by special hardware, but the time for the
rendering of a picture depends on the complexity of the scene, i.e., the number of
triangles and the number of pixels that are needed for drawing a triangle. Therefore,
if the scene is too large the real time requirement can only be guaranteed if the system
does not spend computation time for objects whose influence is not significant for the
quality of the picture appearing on the screen. To control this situation real time and
approximation algorithms are necessary to reduce the complexity of those parts of the
scene that are far away, and thus, have a low influence to the quality of the rendered
image.

We begin with a simple model. The scenes that we consider are arbitrarily large and
they consist of non overlapping objects placed on the plane. Furthermore, we assume
that the objects have roughly the same size. Thus, in our model we replace each object
by a unit size ball. We fix an angle o and we say that an object is tmportant if it appears
from the visitor’s position in an angle at least . These objects may appear on the



display greater than a pixel. Representing the objects by points in the plane, we obtain
a kind of circular range searching problem, because all important objects are within a
circle around the visitor’s position. The difference between the classical circular range
searching problem and our searching problem is that we can exploit the spatial locality
of the queries, namely, that the visitor moves continuously and so consecutive query
positions are near to one another.

We develop data structures that support the selection of important objects in time
nearly linear in the number of selected objects, in particular, independent of the size
of the scene. The size of our data structure is linear in the number of objects of the
scene. Since we deal with large scenes, for practical purposes the low space complexity
is essential.

We also consider dynamic scenes, where the visitor is allowed to insert or delete an
object at her current position. We present a randomized data structure of Fischer et
al. [39] for the fully dynamic problem, where both, insertion and deletion are allowed.
This data structure supports the updates as fast as the selection of the important
objects. Thereafter, we present our own deterministic contribution for the incremental
problem, where only insertion is allowed. For a discussion about dynamic algorithms
we refer to [65] and [37].

Our deterministic solutions have been published in [40].

After this we consider a more general model, where the objects of the scene have
different sizes. For the selection of important objects we first present an approximate
solution which exploits the fact that the selection problem is a so-called decomposable
searching problem [15, 65, 35]. Then we show another method which uses geometric
transformations to obtain a higher dimensional halfspace range searching problem and
solve this problem with known algorithms.

1.2 (Geometric spanners and weak spanners

Geometric spanners have been studied intensively in the recent years. Let S be a set
of n points (also called sites) in IRY, where d is an integer constant. Let G = (S, E)
be a graph whose edges are straight line segments between the points of S. For two
points p, ¢ € IR?, let disty(p, ) be the Euclidean distance between p and . The length
length(e) of an edge e = (u,v) € F is defined as dists(u,v). For a path P in G the
length length(P) is defined as the sum of the length of the edges of P. A path between
two points s, € S is called an st-path. Let f > 1 be a real number. The graph G is
an f-spanner for S if for each pair of points s,¢ € S there is a path from s to ¢t in GG



such that the length of the path is at most f times the Euclidean distance dists(s,t)
between s and t. We call such a path an f-spanner path and f is called the stretch
factor of the spanner!. If G is a directed graph and G contains a directed f-spanner
path between each pair of points then G is called a directed f-spanner. In order to
distinguish the edges of a directed from an undirected graph we use {a, b) to denote an
edge between the vertices a and b in a directed and (a, b) in an undirected graph.

Geometric spanners were introduced in computational geometry by Chew [27]. They
have applications in motion planing [28], they were used for approximating the mini-
mum spanning tree [82], and for a fully polynomial time approximation scheme for the
traveling salesman and related problems [68, 5]. We present a further application of
spanners in walkthrough systems to solve special range searching problems.

The problem of constructing an f-spanner for a real constant f > 1, that has O(n)
edges, has been investigated by many researchers [49, 50, 71, 80, 73, 22, 8, 23, 21, 24, 6,
31]. Keil [49] gave a solution for this problem introducing the §-graph?, which was gen-
eralized by Ruppert and Seidel [71] and Arya et al. [8] to any fixed dimension d. These
authors gave also an O(n log?™* n) time algorithm to construct the #-graph. Chen et al.
[26] proved that the problem of constructing any f-spanner for f > 1 takes Q(nlogn)
time in the algebraic computation tree model [13]. Callahan and Kosaraju [22, 23],
Salowe [73], and Vaidya [80] gave optimal O(nlogn) time algorithm for constructing
f-spanners. Several interesting quantities related to spanners were studied by Arya et
al. [6]. They gave constructions for bounded degree spanners, spanners with low weight,
spanners with low diameter, and for spanners with combinations of these properties.
The weight w(G) of a graph G is the sum of the length of its edges.

In walkthrough systems we need a weaker property of a graph. We introduce the notion
of weak spanner which express exactly the desired property. A graph G = (S, E) is
called a (directed) f-weak spanner for S if for each pair of points s,t € S there is a
(directed) path from s to ¢ in G such that for each vertex v on this path dists(s,v) <
f - disty(s,t) holds.

In this work we focus on an important family of geometric (weak) spanners, on the
f-graphs. Their simple, non hierarchical structure makes them particularly suitable for
our purposes in walkthrough systems. Furthermore, their structure builds a good basis
for generalizations in order to obtain fault tolerant spanners.

In Chapter 2 we show various old results and prove new results on the #-graph about
the (weak) spanner property. We prove that in the two-dimensional case the #-graph
with outdegree four has the weak spanner property. Then we take a look to the reversed

'Tn the literature the stretch factor is often denoted by t.
2Yao [82] and Clarkson [28] used a similar construction to solve other problems.
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f-graph and we show that its weak stretch factor is less than in the original graph but
we loose the bounded outdegree. After this we generalize the degree four #-graph using
L,-distances to choose the neighbors of the points in the cones. We classify these graphs
according to whether they have the weak spanner property or not. Thereafter, we show
that four is the lower bound for the outdegree of the #-graph when we require the weak
spanner property. This is the case even if we allow arbitrary convex distance functions
to choose the neighbors of a point in the cones.

We also consider higher dimensional #-graphs. We analyse different methods to compute
a f-frame that have not yet been exactly analyzed, to our knowledge, and we also present
an own method for the computation. We show that using our method a #-frame can be
constructed which contains O(d~Y 2(%)"l’l) simplicial cones, where d > 3 denotes the
dimension. This bound is significantly better than the bounds resulting from previous
methods.

1.3 Fault tolerant spanners

Fault tolerant spanners for a set S of n points in IR¢ were introduced by Levcopoulos et
al. [54]. Their motivation was the construction of geometric networks that are resilient
to edge or vertex faults. Fault tolerant spanners have the property that after removing
at most k£ edges or vertices, 1 < k < n — 2, the remaining graph still contains a short
path between each pair of points. More precisely, after the deletions the shortest path
between each pair of points in the remaining graph is at most f times longer than the
shortest path in the graph which is obtained from the complete graph after deletion of
the same edge/vertex set, where f > 1, the stretch factor, is a given real constant. In
the case of vertex fault tolerance this definition is equivalent to the requirement that
after the deletions the graph remains an f-spanner.

In [54] a k-vertex and a k-edge fault tolerant spanner were constructed, both with
O(k?n) edges. Furthermore, the authors presented an algorithm which constructs a
k-edge and k-vertex fault tolerant spanner of degree O(c*) whose weight is bounded by
O(cF) times the weight of the minimum spanning tree of S, where c is a constant.

In Chapter 3 we improve most of these bounds significantly. We introduce the notion
of higher order #-graph and we use such a graph to obtain a k-edge and k-vertex
fault tolerant spanner with only O(kn) edges. This bound on the number of edges
is asymptotically tight, since each k-edge/vertex fault tolerant spanner must be k-
edge/vertex connected, and hence, contain at least (k + 1)n/2 edges. Thereafter, we
construct an O(k?) degree k-edge and k-vertex fault tolerant spanner.

5



We also study fault tolerant spanners, where the original set of points can be extended
by so-called Steiner points, in order to satisfy a stronger but more natural definition of
edge fault tolerance, where it is required that after deletion of at most k£ edges the graph
must contain an f-spanner path between each pair of original points. We prove ©(kn)
bounds on the number of edges and on the number of Steiner points in such Steinerized
fault tolerant spanners. To our knowledge, Steinerized fault tolerant spanners have not
been investigated before.

Our contributions about fault tolerant spanners have been published in [57].

1.4 Computational model

The complexity of the problems we study is strongly dependent on the model of com-
putation.

Most algorithms and data structures in computational geometry are described in the
random access machine (RAM) [4] or the real RAM model [66]. In the traditional
RAM memory cells can contain (logn)-bit integers that may be compared, added,
subtracted, multiplied and divided (with rest). Furthermore, the integers can be also
used as pointers to other memory cells (indirect addressing). All these operations take
constant time. A variant of the RAM model [81, 45, 44, 51] allows also bitwise logical
operations on the integers in constant time.

In the real RAM model memory cells also can store real numbers. Since a real number
can contain an infinite amount of information in its binary expansion, the set of valid
operations for real numbers must be carefully restricted. It is standard to restrict the set
of allowed operations to comparison <, <,=, >, > and arithmetic operations +, —, X, /,
and optional NE Conversion between integer and real numbers is not allowed. For some
algorithms it is advantageous to extend the set of operations by the non algebraic f1loor
operation on real numbers or by certain bit operations in constant time [18]. Many such
operations are implemented quite efficiently on existing architectures.

Nevertheless, before using such an augmented model, one should ask whether it is
absolutely necessary. Algorithms that depend on additional operations are not really
comparable to other algorithms that use only algebraic operations. Furthermore, if
we restrict our algorithms to the algebraic model, we often can prove nontrivial lower
bounds using the algebraic decision tree [13, 77, 34, 69, 67|. Formally, an algebraic
decision tree (see [13]) is a binary tree T with a function that assigns
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e to any leaf vertex v an output YES or NO;

e to any vertex v with exactly one child an operational instruction of the form
fo = fuo, © fu, O fy := 4/ fu,, Where v; is an ancestor of v in T, or f,. is an input
variable or a real constant, and o € {4, —, X, /};

e to any vertex v with two children a test instruction of the form f, > 0 or f, =0
or f, > 0.

For any fixed value n of the input size, one can expand an instance of an algorithm
in the algebraic model into an algebraic decision tree. The computation starts at the
root and proceeds down to a leaf. The running time of the algorithm is the number of
edges on the tree path from the root to a leaf which is in the worst-case the depth of
the tree. A decision tree deals with inputs of a particular size. Therefore, an algorithm
is represented by a family of decision trees, one for each possible input size.

Using the algebraic decision tree, Ben-Or [13] proved an Q(nlogn) lower bound for
the time of each algorithm in the algebraic model that solves the element distinciness
problem in which for given a set of n real numbers it must be decided whether any two
are equal. Because this problem can be reduced to many problems in the computational
geometry in linear time, this result is very useful for proving further superlinear lower
bounds on a variety of geometric problems. For further discussion about this lower
bound technique we refer to [66] and [38].

We also apply the above technique and in Chapter 5 we prove an Q(nlogn) lower bound
on the construction time of weak spanners with Steiner points in the algebraic decision
tree model.

Except for Chapter 4 the results presented in this work are obtained by methods that
use only operations allowed in the algebraic decision tree model.

1.5 Outline

In Chapter 2 we define the #-graph. We present older results about the spanner property
and describe algorithms to compute it. We prove that in the two-dimensional case the
f-graph with outdegree four has the weak spanner property. Then we study the reversed
f-graph. After this we generalize the degree four #-graph using L,-distances to choose
the neighbors of the points in the cones. We classify these graphs according to whether
they have the weak spanner property or not. Thereafter, we show that four is the lower
bound for the outdegree of the two-dimensional #-graph when we require the weak
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spanner property even if we allow arbitrary convex distance functions to choose the
neighbors of a point in the cones.

In Chapter 3 we investigate fault tolerant geometric spanners. We construct a k-edge
and k-vertex fault tolerant spanner with only O(kn) edges. Then we construct an
O(k?) degree k-edge and k-vertex fault tolerant spanner. Thereafter, we investigate
Steinerized fault tolerant spanners, that satisfy a stronger but more natural definition
of edge fault tolerance. We prove ©(kn) bounds on the number of edges and on the

number of Steiner points in such spanners.

In Chapter 4 we present a new application of the #-graph in walkthrough systems. We
describe a randomized data structure of [39] which supports selecting the important
objects in O(k) time, where k is the number of vertices of a certain graph in a disc whose
radius is f times the radius of the concentric disc containing exactly the important
objects, and f > 1 is a constant which can be made arbitrary close to 1. This data
structure also supports insertion and deletion of an object in the same time as the
selection. Then we describe our own deterministic data structure which also supports
the selection of important objects and insertion of a new objects at the position of the
visitor in O(k) time. Finally, we present two methods for the selection of important
objects in a scene which consists of balls with different sizes.

In Chapter 5 we prove an (nlogn) lower bound on the construction time of weak
spanners with Steiner points in the algebraic decision tree model.



Chapter 2

The 6-graph

In this chapter we define #-graph [82, 28, 49, 50, 71, 8] and we investigate some impor-
tant properties of it. The #-graph has a rich history in the computational geometry.
Yao [82] used this construction to compute the minimum spanning tree connecting n
points in the d-dimensional space under the L;, Ly and L., metric'. Using this graph
Clarkson [28] solved the following motion planing problem in two and three-dimensions.
Given a set of polyhedral obstacles and points s and ¢. Find a short path from s to ¢
that avoids the obstacles. The notion of #-graph were introduced by Keil [49]. Keil [49]
and Keil and Gutwin [50] studied graphs approximating the complete Euclidean graph
in the two dimensional space and they proved a trade off between the number of cones
and the stretch factor of the f-graph. Ruppert and Seidel [71] improved this trade off
using some stronger definition of the #-graph and they generalized it for higher dimen-
sions. Arya et al. [8] studied the problem of maintaining the spanner property of a
graph under a sequence of random insertion and deletions [64] of points of the original
point set. They obtained a polylogarithmic update time using a f#-graph based data
structure.

2.1 The two-dimensional #-graph

In this section we present the definition and the proof of the spanner property of the
@-graph done by Ruppert and Seidel [71]. Then we study the weak spanner property.
We show that the #-graph of degree four has this property and that the f-graph of
degree three has not. Furthermore, we examine #-graphs of degree four, where the
nearest neighbors are chosen using an L, distance.

1For any real 1 < p < oo the L, distance of two points in IR? is defined as dist,(s,t) :=
(> i<i<alsi — t;|P)1/?, where s; and t; denote the ith coordinate of s and t, respectively

9



Let S be a set of n points in IR?, k¥ > 2 an integer and # = 277’ an angle. Rotate the non
negative z-axis around the origin over angles 0 for 0 < 7 < k. This gives k£ halflines
ho, ..., hg_1. Let cg,...,c,_1 be the cones that are bounded by two successive halflines
and let C' := {cy,...,c,_1}. Furthermore, for 0 < i < k, let I; be the halfline obtained
by rotation of the z-axis over the angle %Tﬂﬁ which bisects the cone ¢;. We call the
halfline I; the cone axis of ¢;. The #-graph G4(S) of S is defined in the following way.
The vertices of Gy(S) are the points of S. For each point s € S translate the cones
Co, --.-, ck—1 and the halflines ly, ..., [;_1 such that the apexes of the cones and endpoints of
the halflines become coincident with s. Let ¢y(s), ..., cx1(s) and ly(s), ..., lx_1(s) denote
these translated cones and halflines, respectively. For s,7 € S and 0 < i < k define the
distance dist,,(s,t) as the Euclidean distance between s and the projection of ¢ onto
the translated halfline [;(s) if ¢ is contained in ¢;(s), and infinity otherwise. For each
s € S and 0 < i < k, if the cone ¢;(s) contains a point of S then add a directed edge
from s to one of the points in ¢;(s) which is closest to s w.r.t. the distance function
dist.,. Figure 2.1 shows an example for the definition of the cones and cone axes.

hy(s) hy(s) lo(s)
v cds)
hy(s) s hy(s)
hy(s) he()

Figure 2.1: The halflines h;(s) and [;(s) and the cones ¢;(s), i = 0,...,k — 1, around a
point s € S in the definition of the #-graph for k = 6.

Remark: It may appear circumstantial to define the f-graph by the angle 6 instead
of the number of cones k, but the reason will be clear when we generalize it in higher
dimensions.

2.1.1 The spanner property

Keil [49] proved that the f-graph for a given set of points is a spanner if 0 < # < 7 and
he established an upper bound on the stretch factor of the obtained graph in dependence
on the value of . Ruppert and Seidel [71] proved the spanner property of the #-graph
for 0 < § < % and they improved the bound on the stretch factor. In this subsection
we present this result. We modified the original proof in [71] to obtain a shorter one.

Theorem 2.1 [71] Let S C IR? be a set of n points. Let k > 6 be an integer constant

and @ = 2%, Then the O-graph G¢(S) is a spanner for S with stretch factor

1
k 1—2sin(8/2)

10



The proof of the stretch factor of G¢(S) in Theorem 2.1 is based on the following lemma
for which we present an own proof which is shorter than the original one in [71].

Lemma 2.2 [71] Let k > 2, § = 277’ and C' be the set of the corresponding cones. Let
p € IR? be a point and ¢ € C be a cone. Furthermore, let ¢ and r be two points in c(p)

such that dist.(p, q) < distc(p,r). Thendisty(q,r) < dista(p,r)—(1—2sin 2) dists(p, q).

Case 1

Figure 2.2: The two cases in the proof of Lemma 2.2. Case 1: disty(p, q) < dista(p, 7).
Case 2: disty(p, q) > disty(p, ).

Proof: (Lemma 2.2) We distinguish two cases (Figure 2.2)

Case 1: disty(p,q) < disty(p,r). Let ¢’ be the point on the line segment pr such that
disty(p,q) = dista(p,q’). Applying the triangle inequality for the triangle g¢'r we get
that disty(q,7) < dista(q,q") + dista(q', 7). Since dista(q,q') < 2sing - dists(p, q) and
disty(q', ) = disty(p, 1) — dista(p, ¢') = dists(p, 1) — dista(p, q), the claim of the lemma
follows.

Case 2: dists(p, q) > dista(p,r). Let ¢ be the mirror image of ¢ across the cone axis
le. Then dists(p,q') + dista(q, ) < dista(p,r) + dista(q, q'). This follows by application
of the triangle inequality two times. Since disty(p,q') = dists(p, q) and dista(q,q") <
2sin(6/2) disty(p, q), we obtain the claim of the lemma. O

Proof: (Theorem 2.1) We show that for each two points s,¢ € S there is a (directed)
st-path P in Gy(S) such that the length of P is at most m disty(s,t). Consider
the path constructed in the following way. Let sq := s, 2 := 0 and let P contain the
single point so. If the edge (s;,t) is present in the graph Gy(S) then add the vertex ¢
to P and stop. Otherwise, let ¢(s;) be the cone which contains ¢. Take the point s;,1
with s;41 € ¢(s;) and (s;, S;41) € Gy(S) as the next vertex of the path P and repeat
the procedure with s;.

Consider the ith iteration of the above algorithm. If (s;,t) € Gy(S) then the algorithm
terminates. Otherwise, if (s;,t) & Gy +1(S) then by definition the cone ¢(s;) contains
at least one point which is not further from s; than ¢ w.r.t. the distance dist. and

11



therefore, s; has a neighbor s, in the graph Gy(S) in ¢(s;), which is taken as the next
vertex of the path P. Hence, the algorithm is well defined in each step. Furthermore,
Lemma 2.2 implies that disto(s;11,t) < dista(s;,t) and hence, each point is contained
in P at most once. Therefore, the algorithm terminates and finds a st-path P in Gy(S5).
The bound on the length of P follows by applying Lemma 2.2 iteratively: Let so, ..., sm
be the vertices on P, s = s and s, =t. Then

> disty(sigr,t) < Y (dista(si,t) — (1= 2sin(0/2)) dista(si, si11)).

0<i<m 0<i<m

Rearranging the sum we get

Z diStQ(S‘Z’,SZ’+1) S #11(9/2) Z <di8t2(8i,t)—di8t2(8i+1,t))

0<i<m 0<i<m
— 1 -
= T dist(sg, t).

Hence, the graph Gy(S) is a spanner for S with stretch factor m Clearly, it
contains O(|C|n) edges, where |C| = k = 27 the number of cones in C. O
9 2 2n 2 2r 2n 27
| 8 9 10 15 20

fr|| 7.56 | 4.26 | 3.17 | 2.62 | 1.71 | 1.46

Table 2.1: The stretch factor f for some values of 6.

Remark: Table 2.1 shows the bounds on the stretch factor f for some values of 6.
Ruppert and Seidel [71] pointed out that in the planar case if £ is odd then some
improvement can be made on the stretch factor by growing the paths from both ends
and taking advantage of the asymmetry of the cones at the end points. They claimed
that exploiting this asymmetry a bound near 10 on the stretch factor can be proven
even in the case that £ = 5.

2.1.2 Computation

Now we investigate the problem of computing the #-graph efficiently. In this subsection
we describe two algorithms done by Ruppert and Seidel [71] and by Arya et al. [8].
Later in this work we will have similar constructions for which we use modifications of
these methods.

Theorem 2.3 [71, 8] Let S C IR? be a set of n points. Let k > 6 be an integer constant
and § = 2. Then the 0-graph Go(S) can be constructed in O(nlogn) time using O(n)

space.
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Proof: We begin with the description of the algorithm of Ruppert and Seidel.

Algorithm 1. [71]: The algorithm consists of £ phases, one for each cone. In the ith
phase, 7 = 0, .., k—1, for each point s € S we compute its neighbor in the ith translated
cone ¢;(s) by performing a plane sweep in the direction %ﬁ This is the direction of
the ith cone axis [,,. We describe the ith phase. Let ¢, denote the cone c; reflected to
the origin. We use the fact that a point ¢ is contained in the cone ¢;(p) if and ouly if p

is contained in the cone c}(q).

sweepline

Figure 2.3: Finding the points of D in ¢(s) when the sweepline reaches the point s.

First we initialize a data structure D = () which allows efficient orthogonal range queries.
We maintain the invariant that D contains each point of S behind the sweepline whose
neighbor has not yet been computed. When the sweepline reaches a point s € S we
perform an orthogonal range query using the data structure D to determine the points
in ¢(s) (Figure 2.3). We join each of these points with s by an edge, then delete them
from D and we insert s into D. In this way we obviously maintain the invariant. To the
orthogonal range queries we must use in a preprocessing an affine transformation on the
coordinates such that the transformed boundaries of ¢; and ¢} become orthogonal. Then
the cone ¢}(s) can be considered as a rectangle with two unbounded sides. Therefore, we
can implement D by a priority search tree, which was developed by McCreight [60]. A
priority search tree needs O(n) space, insertion and deletion of a point can be performed
in O(logn) time, and a query in O(logn + k) time, where £ is the number of reported
points. Since each point is inserted and deleted from D exactly once, the total update
time of D is O(nlogn). Furthermore, for each point we perform an orthogonal range
query. Since each reported point is deleted from D, the total query time is O(nlogn),
as well, which implies the claim of the theorem.

As we will see, the above algorithm is developed in such a way that it can easily be
generalized in higher dimensions substituting the priority search tree by an appropriate
higher dimensional orthogonal range searching data structure. We remark that in the
two-dimensional case instead of a priority search tree we can use a simple balanced
binary search tree for D in which the points are sorted by the signed Euclidean distance
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dists(s, L;) from a fixed line L; which is parallel to [.,. Furthermore, for each point in
D we maintain a pointer to the next and to the previous point w.r.t. this distance.
Then we can report the points of D that are contained in a cone c(s) such that we
determine the point s’ € D for which |dist(s, L;) — dist3(s', L;)| is minimal, then using
the next-pointers we walk until we find a point which is not contained in ¢(s). Finally,
using the previous-pointers we walk from s’ until we find a point which is not contained
in c}(s). It is easy to verify that in this way we report each point of D contained in c}(s).

Algorithm 2. [8]: Similar to the to Algorithm 1 we perform & plane sweeps, one
for each cone. We describe the ¢th phase. Let H; and H;,; be the two lines through
the origin that are orthogonal to the halflines h; and h;,,, respectively, that are the
bounding halflines of cone ¢;. Furthermore, let 2 and h;_, be the lines that contain the
halflines h; and h; 1, respectively. We assume that the coordinates are transformed so
that [, is coincident with the non negative z-axis and that h; and h;;; are the lower
and upper bounding halflines of ¢;, respectively. We assign to the lines H;, H; ;1 and
the x-axis directions, as shown in Figure 2.4. Now, for each point s € S we have to find
a point with minimum z-coordinate among the points of S \ {s} that are not below
h;(s), not above h;, ,(s) and right to s. For simplicity of the description we assume
that the projections of the points of S to H; as well as to H;,; are pairwise distinct.
Then, for each point s € S we have to find a point with minimum z-coordinate among
the points of S\ {s} that are above hj(s) and below h;,(s).

Figure 2.4: The directions assigned to H;, H;;; and the z-axis.

We begin with a simpler problem: For each s € S find a point with minimum z-
coordinate among the points of S \ {s} that are above hl(s). In order to solve this
problem we maintain for the points of S a data structure 7. T is a binary search tree
storing the points of S in its leaves sorted in the direction of H;. At each node u of T
we maintain also a point with minimum z-coordinate among the points that are stored
in the subtree of u. We denote the set of points that are stored in the subtree of u
by S.

Let s € S be a point for which we want to determine the point with minimum z-
coordinate among the points that are above h/(s). Then we initialize a set M := () and

14



follow the path from the root to the leftmost leaf which stores a point above h(s), i.e.,
the first point that is larger than s w.r.t. the direction H;. For each node u on this
path, if we move to its left child then we insert its right child into M. The final set M
consists of O(logn) nodes such that Uyeps S, contains exactly the points of S that are
above hl(s). Hence, we have to find a point with minimum z-coordinate in UyenSy.
Since at each node u is maintained a point of S, whose z-coordinate is minimal, we
can find a point whose z-coordinate is minimal in Uyeps S, in O(logn) time. Note that
we can insert a new point in the data structure 7" in O(logn) time.

Now we turn to the original problem: For each s € S find a point with minimum x-
coordinate among the points of S\ {s} that are above h;(s) and below h;, (s). In order
to solve this problem we initialize an empty data structure 7', as described above, and
we perform a plane sweep in the opposite direction of line H; ;. When we encounter a
point s € S we insert it into the data structure 7. At this moment 7T stores exactly the
points of S that are below hj,,(s) and the point s. Therefore, by querying 7" we find
a point with minimum z-coordinate among the points that are above hl(s) and below
hi,1(s). Since each point of S is inserted into 7" once and for each point we performed

one query, the total time of the algorithm is bounded by O(nlogn).

If we renounce the assumption that the projections of the points of S to H; as well as
to H;y, are pairwise distinct and we have to find a point with minimum z-coordinate
among the points that are not below Ai(s), not above h;_,(s) and right to s then the
only modification to the above description is the following. The data structure 7" stores
the points of S such that the points that have the same projection to H; are sorted
increasing according to the xz-coordinate. Then for each point s € S we can determine
in O(logn) time a point with minimum z-coordinate among the points of S\ {s} that
are on h}(s) and right to s, or above hl(s). The second slight modification is that during
the plane sweep in the direction of H;,; we process the points with same projection
to H;yq right to left. In that way we guarantee that at the moment before a point s
is processed the data structure 7' contains exactly the points that are on hj_,(s) and

!
i

right to s or below A ,(s). Hence, querying T" reports the desired point. Clearly, the

running time of the whole algorithm remains O(nlogn). O

Algorithm 2 may appear more complicated than Algorithm 1. We will see the advantage

of this approach later when we want to compute the k£ nearest neighbors in the cones.
™

2.1.3 The weak spanner property for § < %

In some applications of the #-graph we need a weaker requirement than the spanner
property. In this subsection we investigate the question for which values of § we can
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guarantee that the #-graph has the weak spanner property, i.e., the property that for
each pair s,t € S of points the graph contains a path between s and t¢ such that for
each point v on this path holds that dists(s,v) < f - disto(s,t), for a real constant
f > 1. This property was first applied by Fischer et al. [39] in order to develop a linear
size searching data structure for walkthrough systems. They used a slightly modified
definition of the f-graph. The only difference to the original definition is that they
assign the halfline h; uniquely to the cone ¢;, 0 < i < k. They claimed the following:

Theorem 2.4 [39] Let S C IR? be a set of n points. Let k > 6 be an integer constant

and 0 = 27” Then the 0-graph Gg¢(S) is a weak spanner for S with stretch factor

f= max(\/l +48sin*(0/2),v/5 — 4cos0). Gy(S) can be computed in O(nlogn) time

using O(n) space.

For a sketch of the proof we refer to [39].

f: || 22| 2¢ 2n 2r 2n 2
"l 6 7 8 9 10 15

fr] 2164|147 11.39|1.33 | 1.16

Table 2.2: The bounds on the stretch factor f implied by Theorem 2.4 for some values
of 6.

T
2.1.4 The weak spanner property for 6 = J
Now we examine the f-graph for S with four cones G,/(S). We fist give a some
stronger definition of G,/2(S) than the definition in [39], we prove the weak spanner
property of this graph and we show how it can be computed efficiently. The results of

this subsection have been published in [40].

Our definition of the #-graph only differs from the definition in [39] by choosing the
nearest neighbor of the points in the cones. We also assume that the boundary halfline
h; is assigned uniquely to the cone ¢;. For each point s € S and each cone ¢;, let
Sei(s) = ci(s) NS\ {s}, i.e., S¢;(s) is the set of points of S\ {s} that are contained in the
cone ¢;(s). In [39] the neighbor s’ of a point s € S in Gy(S) in the cone ¢;(s) is chosen
arbitrarily among the points of S, sy with minimum distance from s w.r.t. dist.,. If more
than one point has minimum distance w.r.t. dist., then we choose as neighbor among
them the one whose Euclidean distance from the cone axis I, (s) is smallest. With other
words we use a combined distance function to determine the neighbor of a point s € S
in the cone ¢;(s) in Gy(S). The first component is dist,, (s, s'), s’ € ¢;(s) and the second
component — which we denote by distcf,(s, s') — is the Euclidean distance of s' from
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le;(s). The neighbor of s in ¢; is a point s' € S,(5) for which (dist,, (s, s'), dist,.(s, s"))
is lexicographically minimal (Figure 2.5). Note that also the neighbor, chosen in this
way, is not necessarily unique. For the simple and robust computability of G /2(S) we
assume that h;, 0 < 4 < 4, is the non negative z-axis rotated around the origin over the
angle @ and [, is the non negative z-axis rotated around the origin over the angle
%r. Note that dist., is identical to the L., distance and disté with the L, distance,
0<i<4.

disté (s)
I (9

Figure 2.5: The distances dist., and dist,;

Theorem 2.5 G,/2(S) is a weak spanner with stretch factor \/3 + V5. It can be com-
puted in O(nlogn) time using O(n) space.

Proof:

The weak spanner property: For the weak spanner property we have to prove the
existence of a path P in the graph between each pair s, € S of points which contains
only points v € S with the property that disty(s,v) < f - disty(s,t). In order to find
such a path we proceed as Ruppert and Seidel [71].

e Let s := s, j := 0 and let P contain the single point so. While s; # ¢ do the
following.

e Let ¢;(s;) be the cone of s; which contains ¢. Let s;;; be the neighbor of s; in
Gr/2(S) in the cone c;(s;) and set j := j + 1.

This algorithm constructs a path P with the desired property. Unfortunately,
Lemma 2.2 does not help us to bound the distance of the furthest point of P from s. In
order to proof the weak spanner property we define a potential ® for each point s’ € S
and show that ® decreases in ”almost” every step of the above algorithm. For each
point " € S, let ¢1(s") be the L, distance dist,(t, s") from ¢ to s’ and let ¢o(s") be the Ly,
distance disty(t, s') from t to s'. We define ®(s’) to be the pair (¢;(s'), #a(s’)). We say
that ®(s') is greater than (resp., greater than or equal to) ®(s”) when (¢:(s'), do(s"))
is lexicographically greater than (resp., greater than or equal to) (¢1(s"), p2(s")). We
denote this by ®(s') > ®(s") (resp., ®(s') > &(s")).
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Figure 2.6: The potential ® during the construction of P.

Consider the jth iteration, 0 < j <! — 1. Since the cone ¢;(s;) contains at least one
point (namely ¢), the algorithm is well defined in each step. Let P = sy, s1, ..., 8;, S0 = S,
s; = t, be the path constructed by the algorithm. We show that

1. either ®(s;) > ®(sj41), 0<j <1 -1,
2. or q)(Sj) > @(8]‘4_2), 0<5< [ —2.

This property implies that the algorithm terminates and finds ¢. Note, if s;41 = ¢
then ®(s;) > ®(¢t) = (0,0). To show the above property, consider the jth iteration.
By the definition of G/5(S) either there is a directed edge (s;,t) in G/2(S), then the
algorithm finds ¢ and terminates; or there exists another point s;.1 € ¢;(s;) such that
(s, 8j+1) € Gr2(S) and dist,(s;, 5j41) < diste;(s;,t). Let B; = {x € R? : dist; (t,z) <
dist1(t,s;)} be the L; unit disc. The point s;;; is clearly contained in B; (Figure 2.6)
and so ¢1(sj) > ¢;41. We distinguish three cases.

Case 1: disti(sj,t) > dist1(sj41,t). Then ¢1(s;) > ¢1(sj4+1) (Figure 2.6.a). Therefore,
property 1 holds.

Case 2: distl(sj,t) = di8t1(8j+1,t) and t € Ci(Sj—i—l)- Then ¢1(8j) = ¢1(8j+1) and
®2(sj) > ¢a(sjy1) (Figure 2.6.b). Therefore, property 1 holds.

Case 3: disti(s;,t) = dist1(sj41,t) and t € Cit1mod4(Sj+1). Then it can happen that
1(s5) = ¢1(sj41) and Pa(s;) < ¢o(s;+1). But in this case the next point s;,o can not
be on the boundary of B; (Figure 2.6.c). Therefore, property 2 holds.

Now we prove that for each v € P the Euclidean distance dist,(s, v) is at most /3 + /5-
disty(s,t). We have seen that B = B, contains each point s; of the path P. Consider
Figure 2.7. Let a = dists(s,t) and b = dists(s,v). We have to maximize the quotient 2
such that ¢ is the center of B, s is on the boundary of B and v is contained in B. For a
fixed point s € B one of the corners u of B satisfy dists(s, u) = max(disty(s,z) : ¢ € B).
Hence, we can fix v at a corner of B. Using the theorem of Pythagoras and derivation
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Figure 2.7: Illustration of the definitions for the computation of the stretch factor.

V5-1
2

we obtain that (= ZJ(%) is maximal when z =

of the side of B, and this maximum is \/3 + /5.

[, where [ is the Euclidean length

Computation: Now we show that G, /2(S) can be computed in O(nlogn) time using
O(n) space. Our algorithm is a modified version of the algorithm of Ruppert and Seidel
[71] which is described in the proof of Theorem 2.3. It consists of four phases. In the
ith phase we compute for each point s € S its neighbor in the cone ¢;(s). We describe
the Oth phase.

At first we sort the points of S non decreasing w.r.t. the xz-coordinate. The sweepline
moves from left to right. We maintain the invariant that for each point s € S left to
the sweepline, its neighbor t € S in ¢y(s) has been computed if ¢ is also left to the
sweep line. We initialize a data structure D := (). D will contain the points left to
the sweepline whose neighbor has not yet been computed. The points in D are sorted
increasing w.r.t. the y-coordinate. To handle the distance function dist., correctly,
when the sweepline reaches a point ¢ we put all points with the same z-coordinate as ¢
into a data structure A and we work up these points in the same main step:

1. Let A be the set of points with the same z-coordinate as t ordered increasing
w.r.t. the y-coordinate and let A’ := A.

2. While A # () we do the following:

(a) Let ¢t be the point of A with minimum y-coordinate. Determine the set of
points B(t) = {s € D : t € ¢y(s)}. Let the points in B(t) are also ordered
increasing w.r.t. the y-coordinate. Set ¢’ := ¢t. (The variable ¢ contains at
each time the point of A with highest y-coordinate such that the points of
A with lower y-coordinate than ¢’ can not be a neighbor of any point of D.)

(b) For each s € B(t) (in increasing order w.r.t. the y-coordinate) determine the
point t* € A whose y-coordinate is nearest to the y-coordinate of s and join
s with t* by a directed edge. Then delete s from D and set t' = ¢*.
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(c) Delete t from A. Then delete all points from A having a lower y-coordinate
than t'.

3. Insert the points of A’ into D.

Figure 2.8: Illustration of the main step of the plane sweep.

Correctness: We show by induction that the invariant is satisfied after each main step
of the plane sweep. In the data structure D we maintain the points left to the sweepline
[ whose neighbor is not left to [. At the beginning of the algorithm no point of S is left
to [, so by D = () the invariant holds. In the main step we must determine the points of
D whose neighbor is on the sweepline [, compute their neighbors, and update D, i.e.,
delete the points from D whose neighbor has been found and insert the points into D
that lie on /. In A we maintain the points on [, for which, it is not yet decided if it is
a neighbor of a point of D. Therefore, at the beginning A must contain all points of S
on [. This is satisfied after Step 1. We show that in Step 2, for each point s € D with
co(s) N A # (), the neighbor is computed correctly. We know that for the points s € D,
there is no point s* € c¢y(s) which is left to I. On the other hand, if a point s € D
has a point s* € A in ¢y(s) then s is contained in B(t) for some ¢ € A in Step 2.a, its
neighbor is computed correctly in Step 2.b, and then it is deleted from D. In Step 2.c
the points are deleted from A that are surely not a neighbor of a point of D. Therefore,
after Step 2, D contains the points left to [ whose neighbor is not left to [ and not
on [. If we want to move the sweepline right to the next point, D must not contain any
point whose neighbor is already computed (these points are deleted in Step 2.b), but
D must contain the points on [, because their neighbor is not yet computed. Since the
points on [ are inserted into D in Step 3, we can move the sweepline, and the invariant
is satisfied.

Analysis: To implement D, A and B(t) we need data structures that support (i)
checking emptiness, (i) insertion, deletion of a point, (iii) finding the next and the
previous element w.r.t. the y-coordinate for a given element of the data structure, and
(iv) finding the point with nearest y-coordinate in the data structure for a real number

20



(query). Using balanced search trees we obtain an O(logn) time for insertion, dele-
tion, query and for finding the next and previous element, and O(1) time for checking
emptiness. If we link the nodes of the search tree in a doubly linked sorted list then
we can also find the next and the previous element in O(1) time. For a point s € D,
let next(s) and prev(s) denote the next and the previous element of s in D w.r.t. the
y-coordinate. In Step 2.a we can determine B(t) in the following way. Find the point
s € D whose y-coordinate is nearest to the y-coordinate of ¢. If s belongs to ¢ () (the
reflected cone co(t)) then we insert s into B(t). Let s’ := s. While nezt(s) belongs to
cy(t), insert next(s) into B(t) and set s := next(s). Than Let s := s’. While prev(s)
belongs to ¢;(t), insert prev(s) into B(t) and set s := prev(s).

Since each point s € S is inserted into and deleted from D, A, and B(t) exactly once and
since for each point s, the nearest point ¢t € A is computed once, the whole algorithm
takes O(nlogn) time. The size of the data structure is clearly O(n). O

Remark: Note that without the second component dz’stcf_ (= dist;) of the combined
distance function, 0 < 7 < 4, the obtained graph would not necessarily be strongly
connected and consequently, it would not necessarily be a weak spanner. To see this
consider the following example. Let S = {sy, s9, $3, 54, S5} and let (1,0), (0,1), (—1,0),
(0,—1) and (0,0) be coordinates of these points, respectively. Then the point s5 in
the center is not necessarily reachable from the other points by a directed path, since
following holds. For 1 < 7 < 4, the point S(; moq 4)+1 1S contained in the same cone
around s; as s5 and diste (54, S(i mod 4)+1) = d15too(Si, 55). Therefore, for 1 <4 < 4, the
neighbor of s; could be s(; moq 4)+1 in the cone which contains s5, causing that the first
four points form a directed cycle around s5. The second component of the combined
distance function prohibits this possibility.

2.1.5 The reversed 6-graph

The bounded outdegree of the §-graph is very useful for some applications, for example,
for range searching. In this subsection we show that the stretch factor can be improved
enormously by reversing the edges in the #-graph, if we do not require bounded out-
degree.

Let Gj(S) denote the directed graph obtained from Gy(S) such that we reverse the
orientation of each edge, i.e., for s,t € S (s,t) is an edge in G(S) if and only if (¢, s)
is an edge in Gy(S).
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Theorem 2.6 Let S C IR? be a set of n points.

(i) For 6 < 2%, the graph Gy(S) is a weak spanner for S with stretch factor 1.
(¢4) The graph G7 5(S) is a weak spanner for S with stretch factor V2.

Proof:

(1): Consider two arbitrary points s,t € S and the st-path P = sg, $1, ..., 8, So = S,
s; = t, in G(S) which is constructed such that s;;; is the neighbor of s; in G4(S) in
the cone which contains ¢. Using Lemma 2.2 — and in the case that § = % the fact
that the boundary halfline h; is contained in the cone ¢; but h;;q is not — we obtain
that diste(s;,t) > dista(si41,t) for 0 < 4 < [. This implies that the reversed version
P =g, ..., 50 of P is a ts-path in G(S) with the property that disty(t,s;) < dista(t, s)
for 1 <14 <. Hence, the claimed stretch factor follows.

(7): In the proof of Theorem 2.5 we have seen that for each pair s,¢ € S of points there
is a directed st-path P in G,/2(S) which is contained in B(s) := {z € IR* : dist; (¢, z) <
disti(t,s)}. This implies that the reversed path P’ is a ¢s-path in G7 ,(S) such that
dist,(t,s;) < dist,(t,s) and hence, disty(t,s;) < /2 disty(t, s) for each vertex s; € P".

O

2.1.6 Generalizations of G (S5)

Now we investigate the question whether the f-graph G/>(S) becomes a weak spanner,
if we choose the nearest neighbors in the cones w.r.t. to an L, distance and if we
rotate the cones around the apex over a fixed angle ¢ (Figure 2.9). More precisely, let
1 <p<ooand0< ¢ <7 bereal numbers. Let h; be the non negative z-axis rotated
around the origin over the angle %T —¢,1=0,...,3, and let ¢; be the cone between h;
and h;y 1 mods- The halfline h; is assigned to the cone ¢;. Let h;(g) and c¢;(¢) denote
the translated halflines and cones having the end points and apexes, respectively, at
the point ¢ € IR%. For a set S of n points let Gﬁ’/”Q(S) be the graph obtained in the
way that for each point s € S we join s in each translated cone ¢;(s) with (one of) its
nearest neighbor(s) w.r.t. the L, distance dist,. In the case that p =1 or p = co we
use the combined distance measures (disty, disty,) or (dists, dist;), respectively. Note

that the graph G/2(S), as we defined it in Subsection 2.1.4, corresponds to GZ;;’OO(S).

Unfortunately, the graph Gﬁ’/”Q(S ) does not become a weak spanner in general. We first

study the graph Gﬁ;’;(S) and G’f’/;(S), 0 < ¢ < %, where in each cone the nearest
neighbor is chosen w.r.t. the (disty,dist;) and (disty, disty), respectively. Then we

apply similar techniques to Gﬁ’/’;(S), l<p<ooand 0< ¢ < 7.
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Figure 2.9: The rotated cones and the unit circle w.r.t. the L, L, and the L., distance.

Theorem 2.7
(i) Let S C R? be a set of n points and let ¢ € {0,%}. Then the graphs Gﬁ’/C;O(S) and

G?(S) are weak spanners for S with stretch factor \/3 + /5.
w/2

(i) For each 0 < ¢ < %, ¢ # 5 and n > 9, there exist sets S,S' C IR? of n points
such that G;’:C/’g(S) and Gf’/IQ(S’) are not weak spanners for S and S', respectively.

Proof:

(¢): In Theorem 2.5 we proved that G;;;’OO(S) is a weak spanner for S with the claimed
stretch factor. Clearly, we can compute G?r’/lQ(S) in the way that we rotate the point
set S around the origin by angle —7%, then we compute the graph GZ?;’OO(S’) for the
rotated point set S’ and finally, we rotate the obtained graph back. Therefore, G?r’/IQ(S )
is also a weak spanner with the same stretch factor.

0,00

Now we prove the weak spanner property for the graph G,/ (S). Then by the above
arguments we obtain this property also for the graph GZ;’I(S). The proof is analogous
to the proof of Theorem 2.5. We must show that between each two points s, € S there

is a path P = sy, ..., 51, So = s, §; = t, with the following properties.

1. Each point s; € P is contained in the square region B(s) = {r € R’ :
disto(t, z) < disto(t,s)}.

2. Foreach i =0,...,0 —1, either (a): ®(s;) > ®(s;41) or (b): ®(s;) > P(si12), where
®(s;) is the ordered pair (distoo(t, si), disty(t, SZ)) and the comparison between
these pairs has to be made in lexicographical sense.

The first property implies the stretch factor 1/3 4+ v/5 and the second property implies
that the path P reaches ¢t in O(n) steps. The construction rules of P are the same as
in Theorem 2.5: Assume that P is constructed up to the vertex s; (# t). Then we take
the neighbor of s; in G?r’/o;(S) in the cone which contains ¢ as the next vertex s;;; of P.

Assume that we have an adversary, who tries to place the points of S so that we do not
get to t. Assume that ¢ € cy(s). Then the adversary must place a point s; in ¢g(s) so
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Figure 2.10: The path between s and t is contained in B(s) and it gets strictly nearer
to t w.r.t ® at least in each second step.

that (disto (s, s1),dist1(s, 1)) < (diste(s,t),disti(s,t)) in order to prohibit the edge
(s,t). If he place s; so that diste(s1,t) < disto(s,t) then ®(s1) < ®(s) (Figure 2.10.a).
If s; is placed on the boundary of B(s) then either dist;(s1,t) < disti(s,t) and so
®(s1) < D(s) (Figure 2.10.b), or else s; must be in ¢y(s) N c3(t) and so ¢t € ci(s1)-
Observe that s; can never be placed in the right bottom corner of B(s), since this
corner is further from s than ¢ w.r.t. to dist,, in any case. Therefore, sy can not be
placed on the right boundary of B(s). Furthermore, hy(s;) is not contained in c¢;(s;)
and hence, sy can not be placed on the bottom boundary of B(s) (Figure 2.10.c). This
implies that the adversary must place s, in such a way that disty(t, s2) < distoo(t, ).
Consequently, ®(sy) < ®(s).

(#7): We construct a set S for which the graph Gf/OQO(S ) is not a weak spanner. A set S’,
for which Gf’/IQ(S’) is not a weak spanner, can be obtained from S by rotation around
the origin by —7. We distinguish two cases.

Case 1: 0 < ¢ < 7. In order to show that Gi/o;(S) is not necessarily a weak spanner, we
construct a point set S as follows. First we fix the position of ¢ and place a second point
s(= sp) on one of the halflines h;(t), say on hy(t). Then ¢ € ho(s) and hence, t € cy(s).
Let B(s) be the square region with center ¢ whose boundaries are parallel to the cone
boundaries (i.e., to hy and hy) and s is on the boundary of B(s). (Figure 2.11) Let
mg, M1, Mo, m3 be the middle points of the sides of B(s) such that m; is the intersection
of h;(t) with the boundary of B(s). Note that s is coincident with mgy. Let D(s) :=
{z € R? : disto(s,2) < dists(s,t)}. Clearly, the region A(s) := D(s) Nco(s) \ B(s) is
not empty, if ¢ # 7 (i € IN). Placing a point 5; € S in the interior of A(s), the point
s1 will be the neighbor of s in the cone ¢y(s), because it is strictly closer to s than ¢.
Note that s; has an edge to s, as well.

Now we must place a point in c3(s;) which is closer to s; than ¢ and further from s
than s;, in order to prohibit the edge (s1,t). We place the next point s, € S on m;.
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Figure 2.11: Place s; in D(s) N¢y(s) \ B(s).

Then s; has an edge to s, in ¢3(s1). The point s, has an edge in ¢;(s2) to s; and in
c2(s2) to s.

We have the same situation as at the point s, just rotated by —7. Hence, we place the
next point s3 in the interior of D(s3) N c3(s2) \ B(s). So, we prohibit the edge from sy
to t. Playing this game further, we place the points s, and sg on mg and mg, and s;
and s7 in the interior of D(s4) Nca(s4) \ B(s) and in the interior of D(sg)Ney(se) \ B(s),
respectively. In this way we obtain a graph of nine points such that from none of the
points sg, ..., 7 exists a directed path to ¢, because for each point s;, the point ;11 moqs
is in the same cone c;(s;) as ¢t and it is slightly closer to s; than ¢ w.r.t. the distance
dist. The remaining n — 9 points can easily be placed so that we do not destroy our
counterexample (for example, each on the horizontal line incident to t, further from ¢
than p/sin ¢, where p is the Euclidean distance between ¢ and a side of B(s)).

Case 2: 7 < ¢ < 7. In this case we must take some care when placing the points. We
use the definitions of Case 1. If we put the point sy on my we would have to place a
point in the interior of the region D(sg) N co(Sp), in order to prohibit the edge (s, t).
But this region is contained entirely in B(s), and so, we could not use the arguments
of Case 1.

We move s from my on the boundary of B(s) in clockwise direction by a Euclidean
distance € (Figure 2.12). The value of ¢ will be bounded later. Then ¢ € c3(sy). To
prohibit the edge (sg,t) and to be able to use the strategy of Case 1, we must place
a point s; in the interior of A(sg) := D(sp) N c3(so) \ B(s). If € small enough A(sp)
is not empty. Then we place s, on the boundary of B(s) with Euclidean distance € in
clockwise direction from ms etc...

Placing the points sy, ..., s7 in this way, we obtain that for each point s;, the point
Si+1mod s 1S in the same cone ¢;(s;) as ¢t and it is strictly closer to s; than ¢ w.r.t. the
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Figure 2.12: Placing the points, when 7 < ¢ < 7.

distance dist,. Therefore, from none of the points sq, ..., s7 exists a path to ¢ in the
graph Gﬁ /2({t, S0y -, S7}). The remaining n — 9 points can easily be placed so that we
do not destroy our counterexample.

D (S) m., S

Figure 2.13: Computing the bound on e.

Now we compute the bound on e. Consider Figure 2.13. Let u be the bottom left
corner of D(s) and let v be the intersection of the boundary of B(s) with the horizontal
halfline which originates at ¢ and incident to u. The region A(sy) is not empty if
and only if diste(t,v) < disteo(t,u). Let 7 := distoo(mo,t) and 7' := disty(s,t). Then
r" = r4ecos ¢. We obtain the following two equalities. disto,(t,u) = r'—esin ¢p+r cot ¢
and disty(t,v) = r/sin? ¢. Hence, r(1+ cot ¢) — €(sin ¢ — cos ¢) > r/sin® . This gives
the bound € < r%. O
Remarks: The graphs Gf/o;(S ) and Gﬁ/g(S ) obviously can be computed in O(nlogn)
time and O(n) space using a slight modification of the algorithm described in the proof

of Theorem 2.5.

In the proof of Theorem 2.7 (7), similar to the proof of Theorem 2.5, the second compo-
nent of the combined distance function is necessary. Otherwise, if we had only the first
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component, a counterexample could be constructed such that the graph G?r’/"QO(S) does
not necessarily become a weak spanner for S. For example, let S := {s1, s9, 53, 4, 55}
and let (—1,0), (0,1), (1,0), (0,—1) and (0,0) be the coordinates of these points, re-
spectively. Then by similar arguments as in the remark after Theorem 2.5 we obtain
that from non of the points sq, so, s3, 54 must exist a directed path to ss.

Theorem 2.8

(i) Let S C IR? be a set of n points, p =2 and ¢ an arbitrary real number. Then the
graph Gﬁ’/”Q(S) is a weak spanner for S with stretch factor \/3 + /5.

(i1) Let S C R* be a set of n points and let 1 < p < oo and ¢ € {0,%} real numbers.
Then G;’:’/”Q (S) is a weak spanner for S with stretch factor \/3 + /5.

(iii) Forp # 2 and ¢ € {0,7}, 0 < ¢ < T, there exists S such that the graph Gi”/’;(S)
s not a weak spanner for S.

Proof:

(7): It suffices to consider the case that ¢ = 0, since the Euclidean distance dists is
invariant for rotation. With other words, the graph Gf’/ZQ(S ) has the same edges as the
graph G?r’/QQ(S’), where S’ is the rotated point set S around the origin by the angle —d.
To prove the weak spanner property and the stretch factor of the graph G?T’/QQ(S¢) we
can repeat the arguments of the proof of Theorem 2.7 (3).

(i7): Here we can also repeat the the arguments of the proof of Theorem 2.7 (i) and
Theorem 2.5, respectively.

(#43): We construct the point set S in a similar way as in Theorem 2.7. We adopt the
definitions of B(s), m;, i = 0, ..., 3, from the proof of Theorem 2.7 (i) and for a point
q € R? we define D(q) := {z € R? : dist,(q,7) < dist,(g,t)}. In order to be able to
use the arguments of Theorem 2.7 (i7) we only have to show the following.

Lemma 2.9 Letp,¢ €IR,p>1and0 < ¢ < 5. The region A(s) := D(s)Ncy(s)\ B(s)
is non empty if and only if eitherp > 2 and 0 < ¢ < F orelsel <p<2and i < ¢ < 7.

Proof: Assume w.l.o.g. that the point s is coincident with the origin and D(s) is
the L, unit disc. The boundary 0D(S) of D(s) is described by the implicit function
ly|P+|z|P = 1. Consider the part of 9D(s) above the x-axis and not left to the y-axis. In
interval € [0,1) the function g(x) = (1 4 2?)'/? is coincident with this part of dD(s).
Let v be the intersection point of the halfline h(s) and the curve g(x) (Figure 2.14).
Note that v is a corner of the square region B(s). Let [(x) be the function describing
the line which contains the halfline hy(v) and so a side of B(s). Let xz(v) and y(v) be
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1—
the z- and the y-coordinate of v. We examine the derivatives ¢'(z) = —(1 — 2?) 7 a?
and '(z) = — tan ¢ at the point z(v). From the equations

y(v) _ m
m = tan (5 — qb) and
y()? = 1—a()

we obtain that

sin® ¢ 1
2(v) = (sinp ¢ + cosP ¢) and so

g(x(v)) = —tan""'¢.

The value of (g — 1)/ (z(v)) = —(tan?! ¢ — tan @) is positive in the cases that p > 2 and
O<p<Forelsel <p<2and § < ¢ < 7;zeroif p=2or ¢ e {0,7}; and negative
ifp>2and § <gd < Jorelsel <p<2and0 < ¢ < 7. Consider the cases that
(g — 1)!(z(v)) is positive. From the definition of the derivative function follows that

there exists an ¢y > 0 such that for each ¢, 0 < € < ¢ holds that

(- D) +9 - g-DEE) _

€

Since g(xz(v)) = l(z(v)), follows that (¢ — I)(z(v) + €) > 0. It means that in the
non empty interval (z(v),z(v) + €y) the function g has strictly greater values than the
function [. This proves the claim of the Lemma. O

b DN \BE

\

Figure 2.14: The region D(s) Ncy(s) \ B(s) is non empty if a) p>2and 0 < ¢ < §, or
elseb) 1 <p<2and § <o < 7.

Now we return to the proof of Theorem 2.8 (ii7). We distinguish two cases.

Case 1: p>2and 0 < ¢ < Forelsel <p<2and 7 <¢ < 7. We fix the point ¢
and place s on the halfline hy(¢). In the same way as in the proof of Theorem 2.7 (ii),
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we place the points sg; on Mg ;meq4 and the points s9; 41 in the regions A(sy;) :=
D(s2;) N Cc—imoda(se) \ B(s), 0 < i < 4. See Figure 2.14. Lemma 2.9 implies that the
regions A(sg;) are not empty. Since for s; the point $;11 moqs lies in the same cone as
the point ¢ and it is strictly closer to s; than ¢, from none of the points s, ..., s7 exists
an edge to t in the graph Gﬁ’/pQ({t, 80, ---,87}). The remaining n — 9 points can easily be

placed so that we do not destroy our counterexample.

Case 2: p>2and 7T <d < Jorelsel <p<2and0 < ¢ < 7. Asin Case 2 of
the proof of Theorem 2.7 (i7) we place the points ss; on the boundary of B(s) with
Euclidean distance € in clockwise direction from ;19 mod 4, and the points so;11 in the
regions A(Sy;) := D(S2;) N ¢ 1mod a(s2:) \ B(s), 0 < ¢ < 4. If € is small enough the

regions A(so;) are not empty. The bound for ¢ depends on p and ¢. O

Table 2.3 summarizes the results of Subsection 2.1.6.

Remark: D’Amore et al. [30] showed that the graph Gf’fz(S) can be computed in

O(nlogn) time and in O(n) space using plane sweeps. For the computation of Gﬁ’/pZ(S )
p & {1,2,00}, there is no subquadratic algorithm known.

Gf;’/pQ p=1|1<p<2|p=2|2<p<0|p=occ
¢ €{0,5} yes? yes yes yes yes®
0<¢p<5,0#% | mno no yes no no

Table 2.3: Weak spanner property of the graphs G;’:’/”Q(S).

2.1.7 The graph Gs./3(S)

In the previous subsections we showed that we can obtain a weak spanner for each set
S of n points in the plane by constructing a #-graph whose outdegree is bounded by
four. In this subsection we prove that to obtain a weak spanner for an arbitrary set S
of n points, four is a lower bound for the outdegree of the #-graph when we use convex
distance functions to choose the nearest neighbor for the points in the cones around
them. The lower bound holds even if we allow to use different convex distance functions
in different cones. The result of this subsection is also described in [42].

Convex distance functions are defined as follows. Let D be a convex, compact set
in the plane such that the origin is contained in the interior of D, i.e., in D \ 9D,

2With the combined distance function (dist;,dist,) we obtain a weak spanner. The second com-
ponent of the combined distance is necessary.

3With the combined distance function (dist..,dist;) we obtain a weak spanner. The second com-
ponent of the combined distance is necessary.
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where 0D denotes the boundary of D. The origin is called the center of D. In order
to define the distance distp(p,q) from a point p to another point ¢ w.r.t. D, we first
translate D such that the center becomes coincident with p. The halfline with endpoint
p through ¢ intersects D at a unique point ¢’. Then we define distp(p, q) := %ﬁ%.
Furthermore, we set distp(p,p) := 0. It can be shown that the triangle inequality

distp(p,r) < distp(p,q) + distp(q,r), p,q,7 € IR? holds (see, for example, in [12]).

Let Dy, D; and D, be convex shapes such that each contains the origin in its interior
and let D := Ug<;<3(D; N ¢;) the compound shape which is not necessarily convex. We
assume that the cone boundary hy is coincident with the non negative z-axis and that
h; C c¢; and h; ¢ Cit1mods, 0 < @ < 3. The shape D; defines the convex distance
function distp, and D defines a distance function distp. Figure 2.15 shows an example
for the convex shapes Dy, D; and Dy and for the compound shape D. For a set S of
n points in the plane, let G2 /3(S) be the directed graph obtained such that for each
point s € S and each cone ¢;, 0 < i < 3, we join s with (one of) its nearest neighbor(s)

in ¢; w.r.t. distp.

N (D
L e

Figure 2.15: Example for the convex shapes Dy, Dy, Dy, that contain the origin in their

interior, and for the compound shape D.

Theorem 2.10 Let distp be a distance function as defined above. Then there exist a
set S of points in the plane such that Ggr/?, (S) is not a weak spanner for S.

Proof: First we consider the case that S only contains three points. Let S := {s, s',t}
such that the points have the coordinates s = (—z,1), s = (—z,—1) and ¢t = (0,0),
where z is determined as follows. Let a, b be positive real numbers such that for each
point p € IR? and integer 0 < i < 3 holds that

a - disteo(t,p) < distp,(t,p) < b- dist(t,p).

Such a and b obviously exist, because the shape D contains the origin in its interior.
We set © > 2. Then s’ and ¢ are both contained in the same cone c(s) around s and

distp(s,s') < b-disto(s,s) = 2b < a-disty(s,t) < distp(s,t).

30



Therefore, (s,s') € GJ, 3(S) and (s,t) & GZ, 3(S). Similarly, s and ¢ are both contained
in ¢o(s') and distp(s',s) < distp(s',t). Therefore, (s',s) € GST/3(S) and (s',t) ¢
05/3(5). Consequently, there is no directed path from s or s’ to t in Ggr/?)(S).

In the case that S contains more than three points then we place the first three points
s, s’ t as described above and the remaining points on the positive z-axis. Then using
the above arguments we obtain that there is no directed path from s or s’ to any point
of S\ {s, '} Gf, /3(S). This proves the theorem. O

Remark: It can be shown that for each f € IR, a set S can be constructed with the
following property. Let s,t € S. Let P be the path constructed such that sy = s
and s;41 is the neighbor of s; in G, 5(S) in the same cone around s; which contains
t. Then limsup,_, dista(t,s;) > f - dists(t,s). Figure 2.16 shows an example for the
first steps of the construction of S in the case that the distance dist.,(p, q), ¢ € ¢;(p), is
the Euclidean distance of p and the projection of ¢ to the bisector I, (p) of ¢;(p). The
boundary of the area at s; which must contain s;,1, in order to prohibit the existence
of the edge (s;,t) in Gar/3(S) and to get further from ¢, is drawn dashed. The general
case, if dist., is a convex distance function, is described in [42].

Figure 2.16: Example for the construction of a set S such that limsup,_, . dists(t, s;) >
f - disty(t, s).

2.2 The higher dimensional #-graph

Now we examine the d-dimensional #-graph, where d > 3 is an integer constant. For the
formal description we need the notion of simplicial cones. We assume that the points of
IR¢ are represented by coordinate vectors and we do not distinguish between a point and
its coordinate vector. Let pg, p1, ..., pa be points in IR? such that the vectors (pi — o),
1 < i < d, are linearly independent. Then the set {po+>%_, X\j(pi—po) : \i > 0 for all i}
is called a simplicial cone and pg is called the apex of the cone (see, e.g., in [48]).
Sometimes, it is more convenient to use an equivalent definition, where a simplicial

cone is defined as the intersection of d halfspaces in IR¢ with the property that the

31



hyperplanes bounding the halfspaces are in general position in the sense that their
intersection is a unique point, the apex of the cone. Let # be a fixed angle 0 < 8 <7
and C be a collection of simplicial cones such that

(7) each cone ¢ € C has its apex at the origin,

(“’) UCEC’ c= ]]-:{dv

11) for each cone ¢ € C' there is a fixed halfline [, having the endpoint at the origin
g g

such that for each halfline /, which has the endpoint at the origin and is contained
in ¢, the angle between [, and [ is at most g.

We call such a collection C' of simplicial cones a 0-frame. Yao [82] showed a method how

a f-frame C of (4)9(1°8:9) cones* can be constructed, where b = Z%-. Later Ruppert

d—1°
0(d)

and Seidel [71] suggested another method which results in a f-frame C' of (%) cones.

In the following the number of cones in C' is denoted by |C|.

Remark: We use the §-frame definition suggested by Ruppert and Seidel [71]. Yao [82]
and Arya et al. [8] defined a f-frame in a slightly different way. They replaced item (3%)
with item (#74") which says that each cone ¢ € C has an angular diameter at most 6 and
the cone axis [, is an arbitrary halfline which is contained in ¢ and has the endpoint at
the origin. The angular diameter is defined as the maximum angle between two halflines
that are contained in ¢ and have their endpoint at the origin. Note that the condition
of item (74i') is implied by item (4i7). Therefore, the techniques that we present in this
section can be also applied without change when we use the modified definition of the
f-frame. But we achieve a better bound for the stretch factor of the spanners with the
definition in [71].

For a cone ¢ € C and for a point a € R%, we define c(a) := {a+ 1 : z € ¢}, i.e., c(a)
is the cone obtained by translating the cone ¢ such that the apex becomes coincident
with a. Similarly, we define [.(a) to be the halfline /. translated such that the endpoint
becomes coincident with a. For ¢ € C and p,q € IR? such that q € c(p), let dist.(p, q)
denote the Euclidean distance between p and the orthogonal projection of g to I.(p).

Now let S be a set of n points in IR and let 6 be an angle such that 0 < § < 7. For
each point s € S and each cone ¢ € C, let Sy :=c(s) NS\ {s}, i.e., Se(s) is the set of
points of S\ {s} that are contained in the cone c¢(s). The @-graph Gy(S) with vertex
set S is defined such that for each point s € S and each cone ¢ € C, Gy(S) contains a
directed edge from s to (one of) its nearest neighbor(s) in ¢(s) w.r.t. the distance dist,

if Se(s) # 0.

4In order to enable a better comparison between different methods, we consider d as a variable in
the bound on the number of cones of a §-frame. If d is a constant then (4)C(dlogrd) = (1)0(d),
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This section is organized as follows. In Subsection 2.2.1 we take a closer look at the
proof of the spanner property of the d-dimensional f-graph, done by Ruppert and
Seidel [71], and we show why it actually works also in d-dimensions. After this, in
Subsection 2.2.2 we present some methods to compute a f-frame. First we describe

the method of Yao [82] and we give a (%)°(?°6: %) bound on the number of simplicial

cones in the resulting #-frame, where b = d%“l. Then we present the method of Ruppert

and Seidel [71] which constructs a f-frame of (4)°(® cones. After this we describe our

a*2
0

Subsection 2.2.3 we present two algorithms, done by Ruppert and Seidel [71] and Arya

et al. [8], that construct the graph Gy(S) for the set S C IR? of n points in O(n log* * n)
time and in O(nlog??n) space.

own method which results in a f-frame consisting of O((%-)4"!) cones. Finally, in

2.2.1 The spanner property

Now we examine the spanner property of the d-dimensional #-graph. Ruppert and
Seidel [71] showed that their proof, which we have presented in the proof of Theorem 2.1,
also works in the d-dimensional case. We give our own proof for the d-dimensional
version of Lemma 2.2 which is the base of the proof of the spanner property.

Lemma 2.11 [71] Let 0 < 0 < 7 and C be a 0-frame. Let p € R? be a point and
c € C be a cone. Furthermore, let ¢ and r be two points in c(p) such that dist.(p,q) <
dist.(p,r). Then disty(q,r) < dista(p,r) — (1 — 2sin ) dista(p, q).

q’

Figure 2.17: The two cases in the proof of Lemma 2.11. Case 1: dists(p, q) < dista(p, ).
Case 2: dista(p,q) > dista(p, 7).

Proof:

Case 1: dista(p,q) < dista(p,r). For this case we can simply repeat the proof of
Case 1 of Lemma 2.2, i.e., we immediately obtain the claim by applying the triangle
inequality to the triangle ¢¢'r, where ¢' is the point on the line segment pr such that

disty(p, q) = disty(p, q').
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Case 2: disto(p, q) > dista(p,r). Let ¢” be the perpendicular projection of ¢ to the cone
axis [, and let ¢’ be the point on the two-dimensional plane containing the triangle prq”
such that dista(p, q') = dists(p, q) and dists(q",q") = dista(¢",q). Then we obtain the
inequalities

disty(q,r) < dista(q,q") + dista (4", 1), (2.1)
disto(q", 1) + dista(p,q') < dista(q",q') + dista(p, ). (2.2)

Inequalities (2.1) and (2.2) together with dists(q, ¢") = dista(q", ¢') < 2sin & -dists(p, )
imply that

disto(q,r) < dista(q,q") + dista(q”, ') + dista(p, ) — dista(p, ')
< disty(p,r) — (1 — 2sin g) dists(p, q).

|

Theorem 2.12 [71] Let S be a set of n points in R and let 0 < 0 < . Then the

0-graph G¢(S) is a spanner for S with stretch factor #11(0/2)'

Proof: The proof is exactly the same as in the two-dimensional case. For a pair of
points s,t € S let P be the st-path which is constructed so that the start point sy of P
is s and s;,1 is the neighbor of s; in Gy(S) in the cone c(s;) which contains ¢. Then the

length of P can be bounded by Tﬁ() applying Lemma 2.11 in the same manner as

9/2
in the proof of Theorem 2.1. O

Remark: If one uses the modified definition of the -frame, as in [82, 50, 8], i.e., using
item (i71") instead of item (i), then Theorem 2.12 can only be proven for an angle 6
in the range 0 < § < T and the stretch factor which we achieve is —z1—— (see [50] for
d =2 and [8] for d > 2).

2.2.2 Construction of a f-frame

In this subsection we examine the problem how to construct a f-frame in d > 3 di-
mensions. In order to be able to compare different methods with one another, we
exceptionally consider the dimension d as a variable and not as a constant. Yao [82]
was the first who showed how a #-frame can be constructed in d > 3 dimensions. First
we present Yao’s method and we give a (4)°(?°&% ypper bound on the number of
produced cones, where the basis b of the logarithm is d%dl. Then we briefly describe an-
other construction method done by Ruppert and Seidel [71] which results in a #-frame
of (%)O(d) cones. Finally, we present an own construction which produces a #-frame of

O((%{Z)d_l) cones.
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2.2.2.1 Yao’s method

In order to describe the Yao’s method we need some definitions. We begin with the
definition of a j-simplez in IR%. Let py, ..,pj, 0 < 7 < d be points in IR such that
the vectors (p; —po), 1 <4 < j, are linearly independent. Then the set A(py, ..., p;) :=
{7 Nipi 2 A > 0forall 4, and 7, \; = 1} is called a j-simplex. The diameter of
a simplex A is diam(A) := sup{dista(p,q) : p,q € A} which is equal to the length of
the longest edge (1-face) of A (see Theorem 5-18 in [48]). The centroid of a simplex
A = A(po, ..., p;) is the point centr(A) = ]ﬁ S7_,p;. Finally, we define the radius of
a simplex A = A(py,...,p;) as the radius of the smallest j-dimensional ball centered
at centr(A) which contains A, i.e., rad(A) := sup{dista(centr(A),p) : p € A}. For
the radius and diameter of any j-simplex A holds that rad(a) < J”? diam(A) (see
Theorem 5-19 in [48]).

Informally, Yao’s method is based on a certain recursive subdivision of the (d — 1)-
simplices on the boundary of the L; unit sphere until the diameter (and so the radii)
of the resulting simplices become appropriately small. Each such simplex defines a
simplicial cone of the #-frame and the centroid of the simplex defines the cone axis, as
illustrated in Figure 2.18.

R, R,
‘ lc
tr(4)
’
) 0 [

Figure 2.18: Example for a 2-simplex A and for the simplicial cone ¢ defined by them.

Now we describe the method more precisely. The first barycentric subdivision of a j-
simplex A(po, ..., p;) is a family F of j-simplices such that the simplices of F are defined
as follows. For any t distinct integers 0 < iy, ..., 4, < j, let py, . 4, = centr(A(piyy .-y Di,))-
Let IT be the set of all permutations of (0, ..., 7). The first barycentric subdivision of
A(po, ..., p;) is defined as

F = {A(pioapio,ila "':pio,il,...,ij) : (iOaila azj) € H)} -

The first barycentric subdivision F of a j-simplex A consists of (j + 1)! simplices such
that

(1) A=Uarer A" and
(77) Foreach A" € F, diam(A") < rad(A) < JJ? diam(A)  (see Theorem 5-19 in [48]).
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Figure 2.19: Example for a one-, two- and three-dimensional barycentric subdivision.
For simplicity, in the three-dimensional case only one of the 4! simplices of the subdi-

vision is shown.

Figure 2.19 shows examples for first barycentric subdivisions.

Let € = (€1, ..., €4) be a d-tuple such that ¢; € {1,—1}. We denote by H(e) the hyper-
plane {z € R?: Y, ¢;z; = 1} in IR%. For two points u,v € H(e) let ¢(u,v) be the angle
between the two halflines {Au : A > 0} and {A\v: A > 0}.

Lemma 2.13 [82] Let A = A(po, ..., pa—1) be a (d — 1)-simplex such that p; € H(e),
0 <4 < d. Furthermore, let u and v be two points contained in A. Then cos(p(u,v)) >
1 — &(dists(u,v))>

Proof: For a point z € R? let ||z|| := (272)Y? = (¥;22)*/? be the Euclidean norm
of z. Using elementary results of the linear algebra we obtain that

(dista(u,v))* = (v—w)" (v —u) = [lull”+ [v]]* — 2[lull[[v]| cos(d(u, v))
> 2ffulllvll(1 = cos(¢(u, v))). (2.3)

Furthermore, u,v € A C H(e) implies that

ol = ¥ 0 > (3 auw) =

1<i<d 1<i<d

Ul

Therefore, ||ul| > (3)'/2, and similarly ||v]| > (4)*/2. This together with (2.3) implies
that cos(¢(u,v)) > 1 — &(disty(u,v))> O

Corollary 2.14 Let A be a (d—1)-simplex contained in the hyperplane H (¢). Further-
more, let 0 < 0 < be a fized angle. If rad(A) < (3(1 — cos £))'/2 then for each point
v € A, ¢(centr(A),v) < 4.
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Now we are ready to describe the whole algorithm which constructs a f-frame for a
given angle 0 < § < 7. Let e; denote the unit vector in IR? whose ith component is one
and all others are zero.

Initialize C' := (). For each of the 2¢ d-tuples € = (e1,...,€4), & € {—1,1}, do the
following.

1. Let A(e) = A(ereq, ..., €4eq)-

2. Compute a family F' of simplices such that A(e) = Uaep A’ and rad(A’) <
(2(1—cos £))!/2, for each A’ € F, by constructing the first barycentric subdivisions

recursively.

3. For each A’ € F, construct the simplicial cone ¢ := {Ap : p € A’, X > 0} with
cone axis . := {\- centr(A") : A > 0} and add ¢ to C.

The collection C' of simplicial cones constructed in this way is clearly a #-frame, since
Ueet=1,13¢ A(€) = Ueeqo1,13¢ Uarer A' covers the L; unit (d — 1)-sphere and therefore,
Ueeo ¢ covers IRY.  Furthermore, using Lemma 2.14 we obtain that each halfline I,
which is contained in a cone ¢ € C' and has the endpoint at the origin, has an angular
distance at most g from the cone axis /..

It remains to examine how many cones are created. The diameter of a simplex A(e) =
A(ereq, ..., €4eq) is clearly /2 and therefore, the radius is —\/_ After the ith recursive
barycentric subdivision we obtain simplices whose radius is at most (4% d1)1+1f . Since
the recursion stops when the radius of each simplex becomes less than or equal to
(3(1 cos 9))1/2, we obtain that the depth d of the recursion is at most — (5 log,(5(1 —
cos 9)) + 1), where b = 4. Furthermore, a first barycentric subdivision of a simplex
contains d! simplices, therefore, a simplex A(e) is subdivided in at most (d!)° simplices.

Using Stirling’s formula (see, e.g., in [63]) we obtain that (d!)’ = O((W)‘s) =

e

(#(9/2))0(‘“0& 9 where b = %= Since the algorithm starts with the 2¢ simplices
. . 2 2 2
A(e), € € {=1,1}% and since llmzﬁo(lfcégz) = 1 and lfcégm < G, for 0 <z < 7,

we obtain that the final number of simplices created by the algorithm is (
Consequently, also |C| = (4)9(4!%8:9) and C' can be obviously constructed in (4)©(¢1og: )
time. We summarize this in the following.

Theorem 2.15 Let 0 < 0 < 7. Then a 0-frame C' can be constructed such that the

O(dlogy, d)

construction time and number of cones in C are both bounded by ( ) where

b= L.

d—1
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2.2.2.2 The Method of Ruppert and Seidel

Ruppert and Seidel [71] suggested the following method. First cover the Euclidean
(d — 1)-sphere by appropriate spherical caps and then compute the Delaunay triangu-
lation of the centers of the caps. The (d — 1)-simplices of the Delaunay triangulation
together with the center of the sphere define the simplicial cones of the f-frame. The
axis of such a cone is a halfline from the center of the sphere through the Delaunay
circumcenter of the simplex. In order to describe this method more precisely, we need
some definitions.

Let S4 ' :={z € R®: ||z|| = 1} denote the (d — 1)-dimensional Euclidean unit sphere,
short the unit (d—1)-sphere. Let 0 < ¢ < 7 be an angle and a be a point of S4~1. Then
the set {x € S ! : ¢(a,x) < 1} is called a spherical cap with center a and angular
radius ¥. Remember, ¢(a,z) denotes the angle between the halflines {\a : A > 0} and
{Az : A > 0}. In [70] Rogers proved the following.

Lemma 2.16 [70] Let 0 <t < Z. Then S% ! can be covered by

O(d3/? log(ﬁ) sin~ 4= ) spherical caps with angular radius .

Now we define the Delaunay triangulation and the Voronoi diagram for a set P of m
points in IR’. Then we transfer the definition to a set of points on the unit j-sphere
S7. For an extensive overview of the numerous variants and numerous applications
of the Delaunay triangulation and the Voronoi diagram we refer to the surveys of
Aurenhammer [10] and Aurenhammer and Klein [11].

For two distinct points p, ¢ € P the dominance of p over ¢ is defined as the set of points
of IR being at least as close to p as to ¢. Formally,

dom(p,q) :={z € R/ : dists(p, ) < dists(q,x)}.

Clearly, dom(p, q) is a closed halfspace bounded by the (j — 1)-dimensional hyperplane
which is perpendicular to the line segment between p and ¢ and contains the center of
this line segment. This hyperplane is called the separator of p and gq. The region of
a point p € P is the portion of the space lying in all of the dominances of p over the
remaining points in P, i.e.,

reg(p):= [ dom(p,q).
¢eP\{p}

Since the regions are the intersections of halfspaces, they are convex polyhedrons and
they form a polyhedral partition of IR?. This partition is called the Voronoi diagram
VD(P) of P. Note that V D(P) contains exactly m regions. We say that two regions are
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neighbors of one another if their boundaries share a (j — 1)-face. The corners (0-faces)
of the regions are called Voronoi vertices.

Consider a Voronoi vertex u which is on the boundary of the region reg(p) for some
p € P. We grow a j-ball B(u) centered at u until the boundary of B(u) hits the
point p. At this moment there are (at least) j + 1 points on the boundary of B(u),
because u is the intersection of (at least) j separator hyperplanes between p and (at
least) j other points of P, and the separated points have the same distance from the
separator. Clearly, B(u) does not contain any point ¢ € P in its interior, because in
that case the separator between p and ¢ would cut u from reg(p), which contradicts
the initial assumption that v is a corner of reg(p). If we assume that no j + 2 points
of P are cospherical, i.e., there exists no (j — 1)-sphere which contains j 4+ 2 points of
P, then B(u) contains exactly j+ 1 points of P on its boundary. These points define a
j-simplex in IR, called a Delaunay simplez. The Delaunay simplices form a simplicial
partition of IR?, called the Delaunay triangulation DT (P) of P. The property that the
circumball of a Delaunay simplex does not contain any point in its interior is one of
the most important properties of the Delaunay triangulation. It is called the empty
circle (sphere) property. If P is allowed to contain at least j+ 2 cospherical points then
the ball B(u), for some Voronoi vertex u, may contain more than j + 1 points of P
on its boundary. In this case we partition the convex hull of this points into simplices
arbitrarily.

Klee [52] proved that for j > 2, the maximum number of vertices that a Voronoi
diagram of m points can have — and therefore, also the maximum number of Delaunay
simplices — is ©([£]!m[7/21). Edelsbrunner [35] showed how it can be computed in
O([L£]!mli/?T) worst-case optimal time. The algorithm in [35] maps the m points of
IR’ to points in IR?*! and computes the convex hull of the mapped points. Then the
simplices of the Delaunay triangulation can be obtained by projecting the faces of the
convex hull to IR.

The definition of the Voronoi diagram and the Delaunay triangulation of a set P of
m points in IR/ can be transfered easily to the case that P is a set of points in the
unit j-sphere S7. Then the dominance of p over q is defined as dom(p,q) := {z € S’ :
disty(p, x) < dista(g,z)}. The Voronoi region reg(p) := MNyepyipy dom(p, q) of a point
p € P becomes a polyhedron on the surface of S7, and the j-simplices of the Delaunay
triangulation are defined using growing spherical caps centered at Voronoi vertices. The
empty circle property is modified to ”empty spherical cap property”. Then too compute
the Delaunay triangulation of P on the surface of S7 is equivalent to the computation
of the convex hull CH(P) of P. The Delaunay simplices can be obtained immediately
from the boundary faces of CH(P). This follows from the next lemma.
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Lemma 2.17 Let P be a set of m points on the unit j-sphere S7. Assume that there
is no (j — 1)-sphere which contains more than j + 1 points of P on its boundary. Let
D1y Pj+1 € P. Then the simplex A(py, ...,pj1+1) is a Delaunay simplex if and only if
A(p1, ..., Pj+1) 1S a simplex on the boundary of CH(P).

Proof: Let H be the j-dimensional hyperplane which contains A(py, ..., p;+1) and let
H* and H~ be the two open halfspaces in IR?*! separated by H. Note that S7 N H is
a (j — 1)-sphere and S/ N H* and S/ N H~ are open spherical caps (see Figure 2.20).
The simplex A(p1, ..., pj+1) is a Delaunay simplex if and only if one of the caps SN H*
or SN H,say SN HT, does not contain any point of P. This is equivalent to the
condition that PNH™' = () and so, CH(P)NH™ = (). But this means that A(pi, ..., pj+1)
is a boundary simplex of CH(P). O

Figure 2.20: Example for a simplex A(p1,ps, p3), P1, P2, P3 € S

If P is allowed to contain more than j+ 1 points incident to a (j — 1)-sphere then, after
the computation of CH(P), we additionally have to triangulate the faces of CH(P)
that contain more than j + 1 vertices.

The simplicial cones of the f-frame are computed such that we first construct a covering
of the sphere S%~! by spherical caps that have an angular radius g, and then we compute
the Delaunay triangulation of the centers of the caps. In this way we obtain a family
F of O([52]!ml@ /21 simplices, where m = O(d*/? log(ﬁ) sin " £). Hence,
the number of simplices is |F| = (m)o(d) = ()9 For each A € F let ¢(A) be the
cone {Ap : p € A, XA > 0}. Clearly, the cones cover IR¢. The axis of a simplicial cone
c(A) is defined as the halfline {Amid(A) : A > 0}, where mid(A) denotes the center of
the circumcircle of A, more precisely, mid(A) is the center of the spherical cap sc(A)
which contains the vertices of A on its boundary. Since sc(A) contains no vertices in
the interior, it must not be greater than the covering caps that are centered at the
vertices of A, otherwise, mid(A) would not be covered by any cap. But the fact, that
sc(A) is not greater than the covering caps, implies that mid(A) is contained in each

covering cap centered at a vertex of A. Consequently, the angular distance between the
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halfline from the origin through mid(A) and a halfline through any vertex of A is not
greater than 2. Therefore, the simplices {c(A) : A € F'} form a ¢-frame. The following
theorem summarize the above description.

Theorem 2.18 [71] Let 0 < § < 7. Then a 0-frame C can be constructed such that

the construction time and number of cones in C are both bounded by (%)O(d).

2.2.2.3 Our method

We subdivide the space IR? into simplicial cones in two phases. In the first phase
we subdivide IR? into cones with rectangular bases. Then, in the second phase, we
subdivide these cones into simplicial cones.

The first phase is based on a subdivision of the surface of the L., unit ball into (d —1)-
dimensional cubes until the diameter of the cubes become appropriately small. The
Lo norm ||ulle of a point u € R? is the maximum of its coordinates. Consider the
d-dimensional L., unit ball B4 = {z € R* : ||7|l < 1}. BZ is a cube. The
diameter, the centroid and the radius of a cube B C IR? is defined similarly as for
a simplex: diam(B) := sup{dists(p,q) : p,q € B}; centr(B) := Q%Zfilpi, where
D1, ..., Doa are the corners (0-faces) of B; and rad(B) := sup{dists(centr(B),p) : p € B}.
For each cube B it holds that rad(B) = idiam(B). Clearly, rad(B%) = V/d. Let
H;:={z € R%: z; = 0} be the (d — 1)-dimensional hyperplane which is perpendicular
to the ith coordinate axis and contains the origin. Then each (d — 1)-face of BY is
contained in exactly one of the 2d hyperplanes H; +¢;, 1 < i < d, where ¢; is the
ith unit vector. Therefore, the number of (d — 1)-faces of B4 is 2d. Considering the
hyperplanes H; + ¢;, 1 < 4 < d, as subspaces of IR%, the contained (d — 1)-face of B
is a Lo, unit ball in the corresponding subspace. Hence, the radius of the (d — 1)-faces
of B is v/d — 1. In the next lemma we give a bound for ¢(u,v) if the points u and v

are contained in the same (d — 1)-face of B<,.

Lemma 2.19 Let B be a (d — 1)-face of the Ly, unit ball in R* and let u and v be two
points contained in B. Then cos(¢(u,v)) > 1 — L(dists(u,v))?.

Proof: Using inequality (2.3) of Lemma 2.13 and the fact that ||z|| > ||z]|c = 1, for
each point x € B, we obtain that

(disty(u,v))* > 2fulll|v]|(1 — cos(d(u, v)))
> 2(1 — cos(¢(u, v)).

\%

This proves the claim. O
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Corollary 2.20 Let B, be a (d — 1)-dimensional cube contained in a face of B, and
let 0 < 0 <7 be a fized angle. If rad(B,) < (2(1—cos £))'/2 then for each point v € B,
¢(centr(B,),v) < L.

Figure 2.21: Subdivision of a 2-face of B3 . The coordinate axes are drawn dashed.

Now we describe an algorithm which constructs a #-frame of cones with rectangular
bases, for a given angle 0 < # < 7w. Corollary 2.20 implies that it is sufficient to
subdivide the (d — 1)-faces of the L., unit ball B4 C IR? into cubes with radius
(2(1 — cos £))1/2. Each such cube B, defines a cone c:= {\p € R*:p € B,,\A > 0} of
the 0-frame and the centroid centr(B,) defines the cone axis . := {\ - centr(B,) € R :
A > 0} of c. Such a subdivision can be easily computed. Since the radius of the (d —1)-
faces of B is v/d — 1, we have only to subdivide each (d — 1)-face in each dimension
equidistant, into intervals of length 2(2—<2¢/2))1/2) " Then the subdivision of the face
is obtained as the Cartesian product of the d — 1 one-dimensional subdivisions. In this

way, each face is subdivided into (M%)(d_l)/ 2 cubes. Since limw_,o(lfi{) 2 ) =1

and sz% < %2, for 0 < # < 7, this is O((%}ﬂ)d_l), where £ = 7. Figure 2.21
shows an example for the subdivision of a 2-face. Using that the number of (d — 1)-
faces of BY is 2d, we obtain that the total number of cubes in the subdivision is
O(d(%fﬂ)d“). Note that a cube is fully defined by its centroid, because the radius of
each cube is the same. Therefore, the computation time and the space requirement are

also O(d(%}/z)d_l). The following theorem summarize the above description.

Lemma 2.21 Let 0 < 0 < m. Then a 0-frame C of cones with rectangular bases can be
constructed such that the construction time and number of cones in C are both bounded

A2\ g ™
by O(d(=%=)4""), where k = -
Now we turn to the description of the second phase in which we have to subdivide the
cones with rectangular bases into simplicial cones, i.e., the (d — 1)-dimensional cubes
into (d — 1)-simplices. The question of triangulating the j-cube B’ has been intensively
studied [78, 19, 47]. A simple way of the triangulation is the following. Fix an arbitrary
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corner pg of B’. For each permutation o of (1, ..., ), let A(c) be the simplex whose Oth
vertex is p,o = py and the ith vertex p,;, 0 < 4 < 7, is the corner of B’ for which the
line segment p,;_1p,; is parallel to the o(7)th coordinate axis®. The number of such
simplices is clearly j! and it holds that U, A(o) = B?. Figure 2.22 shows an example for
a simplex in the three-dimensional case. This triangulation is often referred as Kuhn’s
triangulation. A nice property of this triangulation is that each of the j! simplices
contains the centroid of the j-cube. Consequently, the corresponding simplicial cones
contain the halfline from the origin through the centroid, which we take as the axis of
the cones.

Figure 2.22: Example for the triangulation in the three-dimensional case. The cube B?
and a simplex A(0).

Applying Kuhn’s triangulation for each (d — 1)-cube of the subdivision of the faces
of B¢ we obtain totally O((d — 1)! d(#)d_l) = O(d3/2(¥)d_1) simplices, which is
already significantly less than the number of cones in a #-frame constructed with the
method of Yao [82] or of Ruppert and Seidel [71].

Note that an explicit representation of the simplices — i.e., storing d vertices for each
simplex — in the subdivision would need O(d®/ 2(#)d*l) space. But since the simplices
of a cube can be represented by permutations of 1,...,d — 1, it is sufficient to store only
(1) a method which generates all permutations of 1,...,d — 1 and (i7) the cubes (i.e.,

the centroids).

Instead of Kuhn’s triangulation we can also use a more sophisticated method, for ex-
ample, the middle cut triangulation of Sallee [72]. This method allows us to subdivide
a j-cube B7 into O(]J—;) simplices. Applying this triangulation we obtain the following.

Theorem 2.22 Let 0 < 6§ < w. Then a 6-frame C' of simplicial cones can be con-
structed such that the number of cones in C' is O(d‘”%%)d_l).

5Bern et al. [16] used the notion of path simplez for such simplices

43



2.2.3 Construction of the f-graph

In Subsection 2.1.2 we have already shown how the f#-graph for a set S of n points
in the plane can be computed efficiently. Now we present the generalizations of that
algorithm for the case that S is a set of points in the d-dimensional Euclidean space
]Rd, d > 3. We assume again that d is an integer constant.

2.2.3.1 The method of Ruppert and Seidel

The method of Ruppert and Seidel [71] can be generalized easily to work in d > 3
dimensions. The algorithm proceeds in |C| phases. In each phase we choose a cone
¢ € C and for each point s € S we compute its nearest neighbor in ¢(s) w.r.t. the
distance function dist,, i.e., a point s’ € ¢(s) whose projection to the cone axis [.(s) is
nearest to s in Euclidean sense.

In order to compute the nearest neighbors we preprocess the point set S into a data
structure, which allows orthogonal range queries, and perform a hyperplane sweep
in the direction of /.. Before the plane sweep we must apply an appropriate affine
transformation z — Az, A € R™? to the points z € IR such that the transformed
hyperplanes bounding the cone ¢ become orthogonal. Furthermore, the cone axis of
the transformed cone, which determines the direction of the plane sweep, must be
transformed as follows. Let h be a (d—1)-dimensional hyperplane which is perpendicular
to the original cone axis [, and let A’ be the hyperplane h' := {Az : © € h}. Then the
cone axis of the transformed cone must be perpendicular to A'.

During the plane sweep we perform orthogonal range queries using a dynamic (d — 1)-
level data structure which consists of (d — 2)-levels of range trees [56] plus one level of a
priority search tree [60] to handle the last two dimensions. More precisely, the first level
of this data structure is a balanced binary search tree storing the transformed points
s € S in its leaves, sorted by their first coordinates. For each node v of this tree, let
S, be the subset of S stored in the subtree of v. Each node v of this tree contains a
pointer to the root of a balanced binary search tree — a second level tree — storing the
tranformed points s € S, in its leaves, sorted by their second coordinates. Each node
w of this second level tree contains a pointer to the root of a balanced binary search
tree — a third level tree — storing the transformed points s € S, in its leaves, sorted by
their third coordinates, etc... At the (d— 1)th level there is a priority search tree which
stores a subset of the transformed S. Figure 2.23 illustrates the data structure.

The space requirement of this (d — 1)-level data structure is O(nlog2n). We can
maintain it in O(log"li1 n) amortized® time per insertion and deletion and it supports

6The notation of amortized complexity appears often in the analysis of dynamic algorithms. Tt
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(d-1)th level

S

Figure 2.23: The (d — 1)-level data structure which supports orthogonal range queries.

answering orthogonal range queries (where one side of the dth dimension of the range is
unbounded, i.e., in the form of [a, o)) in O(log®™ ' n + k) time, where k is the number
of reported points. For an exact analysis of this data structure we refer to Luecker [56]
and McCraight [60] or to Mehlhorn [61].

Using the above (d — 1)-level data structure during a plane sweep, we can compute for
each point its neighbor in the cone ¢ in O(nlog? ' n) time. Therefore, the total time
required to compute the #-graph is O(|C|nlog? ' n). We conclude.

Theorem 2.23 [71] Let S C IR? be a set of n points and let 0 < 6 < 7 be a real
number. Then the 6-graph Gg(S) can be constructed in O((%)d_lnlogdﬂn) time
using O(nlog??n) space.

2.2.3.2 The method of Arya et al.

In order to describe the d-dimensional version of the algorithm of Arya et al. [8] for
d > 3, we need some definitions. Let ¢ be a simplicial cone of C. Let hq, ..., hg be the
hyperplanes that bound the halfspaces defining ¢, and let Hj, ..., H; be the lines such
that H; is orthogonal to h; and contains the origin, 1 <17 < d. We assign a direction to
each line H; such that H; increases in the halfspace bounded by A; which contains the
cone ¢, i.e., c lies in the positive side of h; w.r.t. to H;. Furthermore, let L be the line
which contains the cone axis /.. We assign to L the same direction as to .. The edges
of the #-graph will be computed by performing plane sweeps with the hyperplanes h;
in the directions of H;.

Let ¢ be any point of IRY. We denote by ¢; the ith coordinate of ¢, 1 < ¢ < d. For
1 < < d, let ¢} be the signed Euclidean distance between the origin and the orthogonal
projection of ¢ onto H;, where the sign corresponds to the direction of H;. Finally, we

means that we do not necessarily guarantee that a single update is fast, but that we can bound the
average time per operation over the entire sequence of updates and queries.
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define ¢, , as the signed Euclidean distance between the origin and the orthogonal
projection of ¢ onto L.

Using the above terminology, we can write the cone c as
c={recR*:2,>0, 1<i<d}
and for a point ¢ € IR%, the translated cone c(q) as
clg)={zeR¥:z}>q}, 1<i<d}.

Let S be a set of n points in IR? and 0 < # < 7. Computing the outgoing edge for a
point s € S in the #-graph G4(S) in the cone ¢(s) is equivalent to finding a point ¢ with
minimum ¢}, ,-coordinate among the points {t € S\ {s} : t; > s}, 1 <i < d}. In order
to solve this problem for each point s € S, we define a d-level data structure which has
the form of a range tree [56]. For simplicity of the description we assume that for each
two points s,t € S, s # t holds that s} # ¢} for 1 <i < d. The modification of the data
structure for the case without this assumption is straightforward.

The first level of this data structure is a balanced binary search tree which stores the
points s € S in its leaves, sorted by their s}-coordinates. For each node v of this tree,
let S, be the subset of S stored in the subtree of v. Each node v of this tree contains
a pointer to the root of a balanced binary search tree which stores the points s € S,
in its leaves, sorted by their s)-coordinates, etc... At the dth level there is a balanced
binary search tree which stores a subset of S, sorted by their s/-coordinates. At the
dth level tree of this data structure for each node v, we store additionally the point of

Sy whose s, -coordinate is minimal.

Using this data structure we can compute the edges (s, t) € G4(S) such that ¢t € ¢(s) in
the following way. We initialize an empty set M; and follow the path in the first level
search tree from the root to the leftmost leaf which stores a point ¢ € S with ¢] > s}.
For each node v on this path, if we move to the left child, then we insert the right child
of v into M;. The final set M; contains O(logn) nodes such that

(1) Uperr, Sv ={q € S : ¢} > s} and
(i1) Sy NSy, =0, for each v, w € My, v # w.

Then we initialize a new empty set My and for each node v € M;, we follow the path in
the second level search tree, which stores the points of S,, from the root to the leftmost
leaf which stores a point ¢ € S with ¢} > s},. For each node w on this path, if we move
to the left child, then we insert the right child of w into Ms, etc... At the dth level we
initialize an empty set M, and for each node v € M, 1, we follow the path in the dth
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level search tree, which stores the points of S, from the root to the leftmost leaf which
stores a point ¢ € S with ¢ > . For each node w on this path, if we move to the
left child, then we insert the right child of w into M,;. Then the final set M, contain
O(log®n) nodes such that

(%) Uvem, So =10 €S : ¢ > s;, 1 <i<d} (=c(s)NS\ {s}) and
i1) S, NS, =0, for each v, w € My, v # w.
(49)

The nodes contained in M, are called the canonical nodes of s. With each node v,
in particular with each canonical node of s, we stored a point ¢, such that (t,)},; is
minimal in the subtree of v. Let ¢ be a point such that (i) ¢ = ¢,, for some canonical
node v € My and (77) t;,; = min{(t,)},, : v € Mg}. Then (s,t) is an edge in G4(S5).

The space requirement of this d-level data structure is O(nlog? ' n). It can be main-
tained in O(log? n) amortized time per insertion and deletion and it supports answering
orthogonal range queries in O(log? n+k) time, where k is the number of reported points.
For an exact analysis of this data structure we refer to Luecker [56] or to Mehlhorn [61].
The additional information — i.e., for each node v of each dth level tree, the point of
S, whose s}, -coordinate is minimal — can be computed in O(n log ' n) time by a
bottom-up procedure and it also can be maintained in O(log?n) amortized time per
insertion and deletion [8].

Lemma 2.24 [8] Let S be a set of n points in R* and let ¢ € C. Using the above data
structure, for a point p € R®, we can compute in O(log® n) time a point ¢ € c(p)NS\{p}
for which q},, is minimal, or decide that such a point does not exist. The size of the data
structure is O(nlog? ' n) and it can be constructed in O(nlog® ' n) time. Furthermore,
it can be maintained in O(log® n) amortized time per insertion and deletion.

Hence, the graph Gy(S) can be constructed in O(|C|nlog®n) time using O(nlog* " n)
space by building the above data structure for each cone ¢ € C separately and by
querying them with each point s € S. We can save a factor of logn by taking advantage
of the fact that all query points are known in advance. We again consider each cone
¢ € C separately and for each ¢ we perform a plane sweep. We sort the points of S
by their s}-coordinates. Then we process them in decreasing order. All visited points
are maintained in the (d — 1)-dimensional version of the data structure of Lemma 2.24,
using only the final (d — 1) coordinates s, ..., s4 and the value of s4y; for each point
s € S. If the sweep plane encounters a new point s then we query the data structure
and find a point ¢ such that ¢; > s for all 2 < ¢ < d, and for which ¢, is minimal.
Since at this moment the data structure contains exactly the points ¢ of S\ {s} with
qy > s, we know that t is in fact a point of S\ {s} such that t; > s} for all 1 < i < d,
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and for which ¢, is minimal. Therefore, (s,t) is an edge in G4(S). After the query
we insert s into the data structure and the sweep plane moves to the next point.

Clearly, the above algorithm needs O(nlog? ' n) time in each cone ¢ € C and it con-
structs the graph Gy(S) correctly. Using the construction of Theorem 2.22 for C, we
obtain the following.

Theorem 2.25 [8] Let S C R® be a set of n points and let 0 < 6 < 7 be a real
number. Then the graph Gg(S) can be constructed in O((%ﬁ)d’lnlogd_l n) time using
O(nlog??n) space.

2.3 Conclusions and open problems

We have studied the two- and higher dimensional #-graph for a given point set. We
have introduced the notion of weak spanner and examined the spanner and the weak
spanner property of the f-graphs. We have proven that in the two-dimensional case the
f-graph with outdegree four has the weak spanner property. Then we have generalized
the degree four f-graph using L,-distances to choose the neighbors of the points in the
cones and we have classified these graphs according to whether they have the weak
spanner property. Then we have shown that four is the lower bound for the outdegree
even if we allow arbitrary convex distance functions to choose the neighbors of a point

in the cones.

Then we have considered higher dimensional #-graphs. We have analysed different
methods to compute a f-frame that have not yet been exactly analyzed to our knowledge
and we have also presented an own method for the computation. We have shown that in
the d-dimensional case, using our method, a #-frame can be constructed which contains
O(d‘”%%)d_l) simplicial cones. This bound is significantly better than the bounds
resulting from other methods.

Some exciting questions remain open. We are interested on that whether the graph
Gr/2(S) can be generalized in higher dimensions such that the number of cones of the
according f-frame is 2¢ and we obtain a weak spanner. The following generalization
promises a result. For each ¢ = (e1,...,¢q) € {1,—1}¢, let ¢, be the simplicial cone
{S% Nei = A > 0}, Let C := {c. : e € {1,—1}%} be the f-frame consisting of these
2¢ cones. For each point s € S and each cone ¢, € C, the neighbor of s in the cone
ce(s) is chosen as a nearest point w.r.t. the L.-distance. For a pair s,t € S of points,
consider the path P in this graph which is started at s and follows the edge in the
cone containing the point ¢. Then we can guarantee that P is contained in the d-cube
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B := {z € RY : disty(t,2) < dists(t,s)}. The question is, whether the common
j-faces, 1 < 7 < d, of the cones of C' can be assigned to the cones uniquely and a kind
of priority over the dimensions can be defined such that we also can guarantee that the
path P achieves the point t.

We are also interested on algorithms, that compute the d-dimensional #-graph, with
lower space and time complexity than the presented algorithms. In particular, since the
f-graph contains only O(n) edges but the computation needs O(nlog? 2 n) space, the
reduction of the space complexity would be desired. Can be applied for this problem
a similar technique which was used by Callahan and Kosaraju [23] to compute the k
nearest neighbors for each point s € S in R in O(nlogn) time and O(n) space?
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Chapter 3

Fault tolerant spanners

The results of this chapter have been published in [57]. Fault tolerant spanners were
introduced by Levcopoulos et al. [54]. Such spanners have the property that after
deletion of at most k edges or vertices, each pair of points in the remaining graph is
still connected by a short path. For a precise definition we need the following notation.
For aset S C IR% of n points let Kg denote the complete Euclidean graph with vertex set
S. If G =(S,E) is a graph and E' C E then G\ E’ denotes the graph G' = (S, E\ E').
Similarly, if S’ C S then the graph G \ S’ is the graph with vertex set S\ S’ and edge
set {(s1,82) € E: 51,80 € S\ 5'}.

Let f > 1 be a real number and k£ be an integer, 1 < k <n — 2.

e A graph G = (S, E) is called a k-edge fault tolerant f-spanner for S, or (k, f)-
EFTS, if for each E' C E, |E'| < k, and for each pair s,t of points of S, the
graph G\ E' contains an st-path whose length is at most f times the length of a
shortest st-path in the graph Kg\ E'.

e Similarly, G = (S, E) is called a k-vertex fault tolerant f-spanner for S, or (k, f)-
VFTS, if for each subset S" C S, |S'| < k, the graph G'\ S’ is an f-spanner for

S\ S
Levcopoulos et al. [54] presented an algorithm with running time O(n logn+k?n) which
constructs a (k, f)-EFTS/VFTS with O(k?n) edges for any real constant f > 1. The
constants hidden in the O-notation are (%)O(d) if £\,1. They also showed that Q(kn)
is a lower bound on the number of edges in such spanners. This follows from the obvious
fact that each k-edge/vertex fault tolerant spanner must be k-edge/vertex connected.
Furthermore, they gave another algorithm with running time O(nlogn + ¢**'n), for
some constant ¢, which constructs a (k, f)-VFTS whose degree is bounded by O(cf*1)
and whose weight is bounded by O(cf™w(MST)), where w(MST) is the weight of the

minimum spanning tree of the given point set.
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New results

We consider directed and undirected fault tolerant spanners. Our first contribution
is a construction of a (k, f)-VFTS with O(kn) edges in O(nlog*' n + knloglogn)
time. Then we show that the same k-vertex fault tolerant spanner is also a k-edge
fault tolerant spanner. Our bounds on the number of edges in fault tolerant spanners
are optimal up to a constant factor and they improve the previous O(k?n) bounds
significantly. Furthermore, we construct a k-vertex fault tolerant spanner with O(k?n)
edges whose degree is bounded by O(k?) which also improves the previous O(cF*1)
bound.

Then we study Steinerized fault tolerant spanners that are motivated by the following.
In the definition of (k, f)-EFTS we only require that after deletion of k arbitrary edges
E' in the remaining graph each pair of points s, ¢ is still connected by a path whose
length is at most f times the length of the shortest st-path in Kg\ E’. Such a path
can be arbitrarily long, much longer than disty(s,t). To see this consider the following
example. Let r > 1 be an arbitrarily large real number. Let s, € S be two points such
that dista(s,t) = 1 and let the remaining n — 2 points of S be placed on the ellipsoid
{x € R? : disty(p, x) + disty(q, x) = r- f}. Clearly, each f-spanner G for S contains the
edge between s and t, because each path which contains any third point v € S\ {s,t}
has a length at least r - f. Therefore, if the edge (s,t) € E’ then the graph G \ E’
can not be an f-spanner for S. However, G \ E' can contain a path satisfying the
definition of the k-edge fault tolerance. In some applications one would need a stronger
property. After deletion of k£ edges an st-path would be desirable whose length is at
most f times disty(s,t). In order to solve this problem we extend the original point set
S by Steiner points. Then we investigate the question how many Steiner points and
how many edges do we need to satisfy the following natural but stronger condition of
edge fault tolerance.

Let f > 1 be a real number and k£ € IN.

e A graph G = (V, F) with S C V is called a k-edge fault tolerant Steiner f-spanner
for S, or (k, f)-EFTSS, if for each E' C E, |E'| < k and for each pair s,t € S of
points, there is an st-path P in G \ E’ such that length(P) < f - dista(s, t).

e Similarly, G = (V, E) with S C V is a k-vertez fault tolerant Steiner f-spanner
for S, or (k, f)-VFTSS, if for each V' C V, |[V'| < k and for each pair s,t € S\ V'
of points, there is an st-path P in G \ V' such that length(P) < f - dists(s,1).

To our knowledge, fault tolerant Steiner spanners have not been investigated before.
First we show that for each set S of n points, f > 1 real constant, and £ € IN, a
(k, f)-EFTSS/VFTSS for S can be constructed which contains O(kn) edges and O(kn)
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Steiner points. Then we show that there is a set S of n points in IR%, d > 1, such that
for each f > 1 and k£ € IN, each (k, f)-EFTSS for S contains Q(kn) edges and Q(kn)
Steiner points.

3.1 A k-vertex fault tolerant f-spanner with O(kn)
edges

The construction of a k-vertex fault tolerant f-spanner for a set S of n points in IR¢
with O(kn) edges is based on a generalization of the -graph [82, 28, 49, 50, 71, 8, 54].
First we introduce the notion of ith order 0-graph of the point set S, for 1 <i<n—1.
Then we prove that for appropriate 6, the (k + 1)th order f-graph is a k-vertex fault
tolerant spanner for the given set of points. Finally, we show how this graph can be
computed efficiently.

3.1.1 The th order #-graph

Let 0 < # < 7 be an angle and C' be a corresponding f-frame. We use the notations of
the previous chapter. For a simplicial cone ¢ € C and for a point p € R?, I, denotes
the cone axis of ¢, and ¢(p) and I.(p) denote the translated cone {x+p : z € ¢} and the
translated cone axis {x + p : x € [}, respectively. For p,q € IR¢ and ¢ € C such that
q € c(p), dist.(p,q) is the Euclidean distance between p and the orthogonal projection
of ¢ to l.(p).

()

(s)

Figure 3.1: The neighbors of a point s € S in the two-dimensional second order §-graph,
in a cone c. The boundary of ¢ is drawn dashed and the projection of the points onto
l is illustrated by dotted lines.

Now we define the ith order 6-graph Gy ;(S) for a set S of n points in IR? and for an
integer 1 < ¢ < n — 1 as follows. For each point s € S and each cone ¢ € C' let
Ses) = c(s) NS\ {s}, i.e., Sc(s) is the set of points of S\ {s} that are contained in the
cone c(s). Let N;(s) C Ses) be the set of the min(é, |S(s)|)-nearest neighbors of s in
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the cone c(s) w.r.t. the distance dist,, i.e., for each s’ € Nj.(s) and 5" € S¢(5) \ Nic(s)
holds that dist.(s,s") < dist.(s,s"). Let Gg;(S) be the directed graph with vertex set
S such that for each point s € S and each cone ¢ € C there is a directed edge (s, s') to
each point s’ € N; .(s). Figure 3.1 shows an example for the neighbors of a point s € S
in Gyo(S) in a cone c. Note that the first order #-graph corresponds to the #-graph as
defined in the previous chapter.

3.1.2 The vertex fault tolerant spanner property

Theorem 3.1 Let S C IR? be a set of n points. Let 0 < 6 < /3 be a real and
1 < k < n—2 an integer number. Then the graph G y+1(S) is a directed (k
VFTS for S and it contains O(|C|kn) edges.

1
? 1-25in(4/2) ) -

Proof: Let S’ C S be a set of at most k£ points. We show that for each pair s, € S\ 5’
of points there is a (directed) st-path P in Gy 41(S)\ S’ such that the length of P is at

most disty(s,t). The proof is similar to the proof of Ruppert and Seidel [71].

Consider the path constructed in the following way. Let sy := s, ¢ := 0 and let P
contain the single point so. If the edge (s;,t) is present in the graph Ggxi1(S) \ S’
then add the vertex ¢ to P and stop. Otherwise, let ¢(s;) be the cone which contains
t. Choose an arbitrary point s;;1 € Niy1.(s;) as the next vertex of the path P and

repeat the procedure with s;;.

Consider the ith iteration of the above algorithm. If (s;,t) € Ggy41(S) then the al-
gorithm terminates. Otherwise, if (s;,t) & Ggr+1(S) then by definition the cone c(s;)
contains at least £ + 1 points that are not further from s; than ¢ w.r.t. the distance
dist.. Hence, in the graph Gyy.1(S) the point s; has k& + 1 neighbors in ¢(s;) and,
therefore, in the graph Gyy41(S) \ S’ it has at least one neighbor in ¢(s;). Conse-
quently, the algorithm is well defined in each step. Furthermore, Lemma 2.11 implies
that disty(siy1,t) < dists(s;,t) and hence, each point is contained in P at most once.
Therefore, the algorithm terminates and finds an st-path P in Ggg41(S) \ S’. The
bound on the length of P follows by applying Lemma 2.11 iteratively, in the same way
as in [71]: Let sq, ..., S; be the vertices on P, sg = s and s,, = t. Then

> dista(sier,t) < Y (dista(si,t) — (1 — 2sin(0/2)) dista(si, si11)).

0<i<m 0<i<m

Rearranging the sum we get

D dista(si, si41) < #11(6’/2) > (diStQ(Si,t)—diStQ(SH_l,t))
0

0<i<m <i<m

#11(9/2) diStQ (80, t) .
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Hence, the graph Ggx:1(S) is a (k, 172511W)-VFTS for S. Clearly, it contains

O(|C|kn) edges, where, by Theorem 2.22, |C| = O((d”:#)d’l). O

3.1.3 Computation

The graph Gy .1(S) can be constructed in O(|C|(nlog? ' n + knloglogn)) time using
the algorithm of Levcopoulos et al. [54] which we describe in this subsection. The algo-
rithm in [54] was developed to compute the so-called strong approxzimate neighbors and
it is a modification of that of Arya et al. [8] which we have explained in Subsection 2.2.3.

Theorem 3.2 Let S C R* be a set of n points. Let 0 < 6 < ©/3 be a real and
1 < k < n—2 an integer number. Then the graph Ggr1(S) can be computed in
O(|C|(nlog™" n 4+ knloglogn)) time.

Proof: We use the notation of Subsection 2.2.3. Let ¢ € C be a cone. Then hq, ..., hy
denote the hyperplanes that bound the halfspaces defining ¢, and Hy, ..., Hg be the lines
such that H; is orthogonal to h; and contains the origin, 1 < 7 < d. The line H; is
directed such that it increases in the halfspace bounded by A; which contains the cone
c. For ¢ € R, q; is defined as the signed Euclidean distance between the origin and the
orthogonal projection of ¢ onto H;, where the sign is according to the direction of H;,
1 < ¢ < d. Furthermore, let g;,, be the signed Euclidean distance between the origin
and the orthogonal projection of ¢ onto the line which contains /.. The sign is positive
if the projection is contained in /..

Computing the outgoing edges for a point s € S in the graph Gy 41(S) in the cone
¢(s) is equivalent to finding the k* := min(k + 1,|S)|) points ¢',...,t*" with smallest
ty,,-coordinate among the points {t € S\ {s} : t; > sj, 1 <4 < d}. In order to solve
this problem we process in the same manner as in Subsection 2.2.3. We first present
the modification of the d-level data structure of Lemma 2.24 to obtain a data structure
which allows us for a point p € IR%, to compute in O(logdn + kloglogn) time the k*
points ¢!, ..., ¢*" € Se(p) for them ¢}, are the smallest.

The only modification of the d-level data structure of Lemma 2.24 is that in the dth
level trees, for each node v, we store additionally the min(k + 1,|S,|) points ¢ € S,
in a sorted list with smallest ¢} ,-coordinates. Then for a query point p € R¢, we
first determine the set of O(log? n) canonical nodes M, in the same way as in the data
structure of Lemma 2.24. Then we initialize an empty heap H and for each v € Mj,
we put the first element of the sorted list stored at v into H. Let ¢' be the point on
the top of the heap H. It has a minimal ¢}, ,-coordinate among the points of S,,). We
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remove ¢' from H and insert the next point — if any — of the list, which contains ¢!,
into the heap. Let ¢ be the point on the top of H after this update. Clearly, ¢ has
a minimal ¢}, ,-coordinate among the points of S, \ {¢'}. We remove ¢* from H and
insert the next point — if any — of the list, which contains ¢?, into the heap. We repeat
this until £ + 1 points are removed or the heap H becomes empty. Implementing H by
a Fibonacci heap [43], we can build it in O(|My|) time, we can insert a new element
in O(1) and we can delete the top element in O(log|My|) amortized time. Since the
set My has a size O(log? n), we can find the k* points with smallest ¢} ,-coordinates
among the points S, in O(logd n + kloglogn) time.

The above data structure can be maintained in O(logn) time per insertion. This result
can be obtained by exploiting its similarity to a (d + 1)-dimensional range tree and
applying the insertion-only algorithm of Mehlhorn and Né&her [62] that uses dynamic
fractional cascading.

Lemma 3.3 [54] Let S be a set of n points in R and let ¢ € C. Using the above
data structure, for a point p € R?, we can compute in O(log® n + kloglogn) time the
k* = min(k+ 1, |Sp)|) points ¢', ..., ¢ € S,y with smallest gl ,-coordinates. The size
of the data structure is O(knlog®'n) and it can be maintained in O(log®n) time per
imsertion.

Hence, the graph Gy 1(S) can be constructed in O(|C|(nlog?n + knloglogn)) time
using O(knlog? ' n) space by building the above data structure for each cone ¢ € C
separately and by querying them with each point s € S. We again can save a factor
of logn by performing a plane sweep for each ¢ € C. We sort the points of S by their
si-coordinates and process them in decreasing order. All visited points are maintained
in the (d — 1)-dimensional version of the data structure of Lemma 3.3, using only the
final (d — 1) coordinates sg, ..., Sq and the value of s44; for each point s € S.

If the sweep plane encounters a new point s then we query the data structure and find
k* points t', ..., t*" such that ¢} > s} for all 2 < 4 < d, and for them #,, , are the smallest.
Since at this moment the data structure contains exactly the points ¢ of S\ {s} with
q, > s}, we know that ¢, ...,t*" are in fact points of S\ {s} such that t; > s! for all
1 < i < d, and for them ¢}, are the smallest. Therefore, (s,t'), ..., (s,t*"), are edges
in Gy +1(S). After the query we insert s into the data structure and the sweep plane
moves to the next point. Clearly, the above algorithm needs O(n log® ! n+knloglog n)
time in each cone ¢ € C and it constructs the graph Gy ;41(S) correctly. a

Corollary 3.4 Let S be a set of n points in R®, f > 1 a real constant, and k an
integer, 1 < k <n —2. Then there is a (k, f)-VFTS for S with O(kn) edges. Such a
spanner can be constructed in O(n log ' n + knloglog n) time.
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Proof: We set 6 such that f > #11(0/2) and 0 < # < 7/3 and construct Gy x41(S5).
d3/2

If f\1 then the constant factors hidden in the O-calculus are (ﬁ)dfl.

3.2 k-edge fault tolerant f-spanners

Levcopoulos et al. [54] claimed that any (k, f)-VFTS is also a (k, f)-EFTS. We give
our own proof of this fact. The proof is simple and holds also for directed spanners.

Theorem 3.5 Let S be a set of n points in R, f > 1 a real constant, and k an
integer, 1 < k < n —2. Then every (directed) (k, f)-VFTS for S is also a (directed)
(k, f)-EFTS for S.

Proof: Let G = (S, E) be a (directed) (k, f)-VFTS for S. Let E' C E be a set of at
most k edges. Consider two arbitrary points s,¢ € S. Let P* be the shortest (directed)
st-path in Kg\ E'. Such a path exists, since the set of st-paths in Kg\ E’ is not empty.
It contains, for example, at least one of the n — 2 paths in Kg of two edges P, = s,v,1,
for v € S\ {s,t}, or the immediate path Py = s,t, because at least one of them is
distinct from E'.

We have to show that there is a (directed) st-path P in G \ E’ such that the length
of P is at most f times the length of P*. The edges e in P* that are contained in
G will also be contained in P. Consider an edge (u,v) ((u,v) in the directed case)
in P* which is not contained in G. We show that this edge can be substituted by a
uv-path P,, in G\ E' such that length(P,,) < f - dista(u,v): For each edge ¢’ € E'
(for each ¢’ € E'\ {{v,u)} in the directed case) we fix one of its endpoints s, such that
se € S\{u,v}. Let S, :={se : ¢ € E'} (S., := {se : € € E"\ {(v,u)} in the directed
case). Note that S, < |E'| < k. Since G is a (directed) (k, f)-VFTS for S, there is a
(directed) uwv-path P, in G\ S., such that P,, does not contain any edge of E' and
length(Py,) < f-disty(u,v). The desired st-path P is composed of the edges of P*NG
and the uv-paths for the edges (u,v) € P*\ G ((u,v) € P*\ G in the directed case).
Clearly, length(P) < f - length(P*). a

This, together with Corollary 3.4, leads to

Corollary 3.6 Let S be a set of n points in R®, f > 1 a real constant, and k an
integer, 1 < k <n—2. Then there is a (directed) (k, f)-EFTS for S with O(kn) edges.
Such a spanner can be constructed in O(nlog®* n + knloglogn) time.

The proof of Theorem 3.5 implies also the following for directed graphs:
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Theorem 3.7 Let S be a set of n points in IR¢, f > 1 a real constant, and k an integer,
1<k<n-—2. Let G=(V,FE) be a directed (k, f)-VFTS for S. Let E' C E be a set
of at most k edges and let E" := {{v,u) : {u,v) € E'}. Then for each pair s,t € S of
points the graph G \ (E' U E") contains an st-path P such that the length of P is at
most f times the length of the shortest st-path in Kg\ (E' U E").

3.3 A k-vertex fault tolerant f-spanner with degree

O(k?)

We now turn to the problem of constructing fault tolerant spanners with bounded
degree. We proceed similar to the method in [6] which constructs a spanner with
constant degree. However, we must take much more care, because of the fault tolerant
property and the goal of keeping the number of edges small. We have shown that for
any real constant f > 1 we can construct a directed (k, f)-VFTS/EFTS for S whose
outdegree is O(k). In this section we give a method to construct a (k, f)-VFTS whose
degree is O(k?) from a directed (k, f1/3)-VFTS whose outdegree is O(k).

3.3.1 k-vertex fault tolerant single sink spanners

In order to show this construction of a (k, f)-VFTS with O(k?) edges, we need the
notion of k-vertex fault tolerant single sink spanner. This is a generalization of single
sink spanners introduced in [6]. Let V be a set of m points in R, v € V, f > 1 a real
constant, and k an integer, 1 < k < m — 2. A directed graph G = (V, E) is a k-vertex
fault tolerant v-single sink f-spanner, or (k, f,v)-VFTssS for V if for each v € V' \ {v}
and each V' C V' \ {v,u}, |V'| < k, there is an f-spanner path in G \ V' from u to v.

Now let V be a set of m points in IR¢, v € V a fixed point, 1 < i < m — 1 an integer,
an angle, 0 < f < 7/3, and C a f-frame. We define a directed graph Gv,g,i(V) = (V,E)
whose edges are directed straight line segments between points of V' as follows. First
we partition the set V' in clusters such that each cluster contains at most 7 points. Then
we build a tree-like structure based on these clusters. For the clustering we use the
cones of C'. Now we describe this procedure more precisely.

First we create a cluster c¢l/({v}) containing the unique point v. For each cluster that
we create, we choose a point as the representative of the cluster. The representative of
cl({v}) is v. The clustering of the set V'\ {v} is recursive. The recursion stops if V'\ {v}
is the empty set. Otherwise, we do the following. For each cone ¢ € C' let V) be the
set of points of V'\ {v} contained in ¢. If a point is contained in more than one cone then
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assign the point only to one of them. If one cone, say ¢, contains more than m/2 points,
then partition the points of V., arbitrarily into two sets Vcl(v) and VCQ(U) both having at
most m /2 points. For each nonempty set V), ¢ € C (or in the case that V) had to be
partitioned, for each V) and V7)), let Nj.(v) C Vi(s) be the set of the min(i, |Vw)|)-
nearest neighbors of v in V) w.r.t. the distance dist.. The points contained in the
same N .(v) define a new cluster c/(N;.(v)). Note that in this way we obtain at most
|C|+1 new clusters. We say that these clusters are the children of cl({v}) and cl({v}) is
the parent of these clusters. For each new cluster c/(V; .(v)) we choose a representative
ue € N;.(v) such that dist.(v,u.) = max{dist.(v,u) : u € N;.(v)}. Then, for each
set Vo), ¢ € C (and Vcl(v), Vf(v) if exist), we recursively cluster V) \ N;.(v) using the
cones around u,.

After the clustering is done, for each cluster ¢l # cl({v}) we add an edge in G, g,(V)
from each point u € cl to each point w of the parent cluster of cl. Figure 3.2 shows an
example for év,gyi(V). The dotted lines represent the boundaries of the cones at the
representatives of the clusters.

Figure 3.2: The directed graph évﬁ’g(V) for a point set V in IR%.

Lemma 3.8 Let V be a set of m points in R, v € V a fized point, and1 < k < m—2
an integer number. Let 0 < 6 < w/3 be an angle and C be a O-frame. Then the graph

N

Goor+1(V) is a (k, (%)%v)—VFTssS for V. Its degree is bounded by O(|C|k)

1—2sin(8/2
and it can be computed in O(|C|(mlogm + km)) time.

Proof: For each point u € V let ¢l(u) denote the cluster containing it. The outdegree
of each point u € V \ {v} in Gygxs1(V) is bounded by k + 1, because each point u
has only edges to the points contained in the parent cluster of c¢l(u) and the number
of points in each cluster is bounded by k£ + 1. (Each internal cluster — i.e., a cluster
which is different from c¢l(v) and has at least one child — contains exactly k + 1 points).
Since each cluster has at most |C| + 1 children, the indegree of the points is bounded
by (|C|+1)(k+1). The bound for the construction time follows from the fact that the
recursion has depth O(logm).
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Now we prove the fault tolerant single sink spanner property. Consider an arbitrary
point u € V' \ {v}. Let Py := uy,...,u;, up = v and u; = v, be the unique path from u
to v in G’U!g,kﬂ(V) such that each internal vertex u;, 1 <4 < [, is the representative of
a cluster. Note that [ = O(logm). The length of Py is at most Wln(e/m disty(u,v). If
the edge (u,v) € év,g,k+1(V), this claim holds trivially, otherwise, it follows by applying
Lemma 2.11 iteratively to the triples w; 1, u;,u;1, 2 = 1,...,1 — 1, in the same way as
in the proof of Theorem 3.1.

Now let V! € V' \ {u,v} be a set of at most k£ points. We show that there is a uv-path
P in Gyprs1(V) \ V' such that length(P) < joghgr length(Py). This will imply
the desired stretch factor (#11(9/2))2' Let P be the path constructed as follows. Let
Vg := u, ¢ := 0 and let P contain the single point vy. If v; = v then stop. Otherwise,
let v; 41 be an arbitrary point with (v;, v;41) € CA}’U,g,kH(V) \ V'. Add the vertex v;;; to
P and repeat the procedure with v;.

\

Vi

Figure 3.3: The paths Py := ug,...,u; and P := vg,...,v;. The dotted lines show the
cone boundaries.

The above algorithm is well defined in each step. To see this, consider the ith iteration.
If the cluster cl(v) is the parent of cl(v;) then the algorithm chooses v as v;+; and
terminates. Otherwise, the parent of c¢l(v;) contains k£ + 1 points and, hence, at least
one point disjoint from V’. The algorithm chooses such a point as v;;1. Clearly, the
algorithm terminates after [ = O(logm) steps and constructs a uv-path P = vy, ..., v
(Figure 3.3) with

length(P) = Y disty(v;,vi41)

0<i<l

S Z (diStQ (’Ui, ui—|—1) + diStQ(ui+1, Uz’—l—l)) (31)
0<i<l

= Z (distg(vi, Uit1) + dista(uy, UZ)) + disty(uy, v;) — dists(ug, vo)
0<i<l h 5 7 5 g

< > 1725111(0/2) disty (ui, Uit1) (3.2)
0<i<l
172si11(0/2) length(Fo).
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(3.1) holds because of the triangle inequality and (3.2) follows by applying Lemma 2.11
to the triples w;y1,v;,u;, 2 =0,...,0 —1:

disty(vi,u;) < disty(uiyr,u;) — (1 — 2sin(6/2)) disto(u;1,v;) and
disty(ui,u;)) < dista(vi,u;) — (1 —2sin(0/2)) dista(vs, u;).

By addition and rearrangement of these inequalities we obtain that

d’iStQ(Ui+1, Ui) + d’l;StQ(/Ui, ’U,Z) < diStQ (ui—|—17 UZ)

1
1—2sin(6/2)

Hence, the claimed stretch factor of év,g,kH(V) follows. O

3.3.2 A bounded degree k-vetrex fault tolerant f-spanner

Theorem 3.9 Let S be a set of n points in RY, f > 1 a real constant, and k an
integer, 1 < k <mn —2. Then there is a (k, f)-VFTS G for S whose degree is bounded
by O(k?). The total number of edges in G is O(k*n) and G can be constructed in
O(nlog®* n + knlogn + k?n) time.

Proof: Let Gy be a directed (k, f1/3)-VFTS for S whose outdegree is O(k), for
example, let G be the (k + 1)th order f-graph Gy, 1(S) with f/3 > Tn(a/z) For
each point s € S let Ny,(s) := {u € S: (u,s) € Go}. Let G be the directed graph with
vertex set S which is created such that for each s € S we construct Gy g x11(Nin (s)U{s})

and we add the edges of Gs,g,Hl(Nm( YU {s}) to G.

We can bound the degree of G as follows. For each s € S, the graph G contains the
edges of Gy g x41(Nin(s) U {s}). In this VFTssS each vertex u has an in- and outdegree
O(k). Now for each u € S, we have to count the graphs G gx.1(Nin(s) U {s}), s € S,
that contain u. Clearly, the number of such graphs is equal to one plus the outdegree
of u in Gy, which is O(k). Therefore, the degree of each u € S in G is O(k?).

Now we show that G is a (k, f)-VFTS for S. Let S C S, |S'| < k. Consider two
arbitrary points s, € S\ S’. Since Gy is a (k, f'/3)-VFTS for S, there is an f1/3-
spanner path Py in Gy \ S’ between s and ¢. Furthermore, for each edge (u,v) € P,
there is an f%3-spanner path P, in G \ S', because G contains all edges of the graph
Go.9.5+1(Nin(v) U {v}) which is, by Lemma 3.8, a (k, f%/3,v)-VFTssS for Ny, (v) U {v}.
Therefore, the path P := Uy, )ep, Puv is contained in G \ S" and P is a f-spanner path
between s and ¢. O
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3.4 Fault tolerant spanners with Steiner points

Now we describe a simple method, which for an arbitrary set S of n points in R%, f > 1,
and k € IN, constructs a (k, f)-EFTSS and (k, f)-VFTSS for S with O(kn) edges and
kn Steiner points. Then we prove the surprising fact that these upper bounds on the
number of edges and on the number Steiner points in a (k, f)-EFTSS are optimal up
to constant factors.

3.4.1 Upper bounds

Theorem 3.10 Let S C IR? be a set of n points, k € IN, and let f > 1 a real constant.
Then there is a (k, f)-EFTSS and o (k, f)-VFTSS G for S with kn Steiner points and
O(kn) edges.

Proof: Assume that the Euclidean distance between the closest pair of S is one.
Otherwise, we scale S accordingly. Let € be a real number such that 0 < e < (f —1)/3.
Let f* = f — 2¢ and let G* = (S, E*) be an f*-spanner for S with O(n) edges. G* can
be computed, for example, using the method described in [23] or in [71]. We construct
from G* a (k, f)-EFTSS/VFTSS G for S in the following way. Let o € IR? be a fixed
point and let D := {z € R : disty(0,2) = €} be the sphere with radius ¢ whose center
is 0. Let p', ..., p* be k distinct points on D. (If d = 1, let p*, ..., p* be k distinct points
such that 0 < dists(0,p;) <€, 1 <i < k.) For each point s € S, translate the sphere D
and the points p', ..., p* on it such that s becomes the center of the sphere. Let s', ..., s*

denote the translated points around s. We construct the graph G = (V, E) such that

V o= {s s, .., s":5€8} and
E = {(s,t):(s,t) € E*} U {(5,8"):5€5,1<i<k} U
{(s",1") : (s,t) € E*,1 <4 < k}.

Figure 3.4: Example for the graphs G* and G for k = 3,d = 2.

Clearly, the graph G has kn Steiner points and O(kn) edges. It is obvious that G
is a k-EFTSS and k-VFTSS for S because for each pair of points s, € S and for
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each f*-spanner path P* = s,s1,...,5_1,t in G* between s and ¢, there are k£ + 1
edge disjoint and up to the endpoints vertex disjoint st-paths P° = s, s, ..., 5,_1,t and
Pi=ss' st .. sttt 1<i<k, in G whose length is at most

length(P*) +2¢ < f*-disty(s,t) +2e < f-dists(s,t).

Figure 3.4 shows an example. O

3.4.2 Lower bounds

Now we prove that the upper bounds on the number of edges and Steiner points showed
in the previus subsection are optimal up to constant factors.

Theorem 3.11 For each k € IN, n > 2, and f > 1, there exists a set S C R® of
n points such that each (k, f)-EFTSS for S contains at least k|n/2] = Q(kn) Steiner
points and (2k +1)|n/2] + (k+1)([n/2] — 1) = Q(kn) edges.

Proof: We give an example for a set S of n points in the plane for which we show that
each (k, f)-EFTSS for S contains at least k|n/2] Steiner points and (2k + 1)|n/2] +
(k+1)([n/2] — 1) = 2kn edges. For two points p, ¢ € IR* let

el(p,q) := {z € R*: disty(p, x) + disty(q, ) < f - disty(p,q)}.

If s,t are two points in S and G is a (k, f)-EFTSS for S then each f-spanner path
between s and ¢ must be contained entirely in el(s,t). Clearly, a path which contains a
point 7 outside el(s, t) has a length at least disty(s, )+ dista(t, ) which is greater than
f-disty(s,t). Let G4 be the smallest subgraph of G which contains all f-spanner paths
between s and t. Since G is a (k, f)-EFTSS, G5 must be k-edge connected. Otherwise,
we could separate s from t in G; by deletion of a set E' of k edges, and therefore, we
would not have any f-spanner path in G \ E'. Since the graph G, is k-edge connected,
Menger’s Theorem (see, e.g., in [20]) implies that it contains at least k+ 1 edge disjoint
st-paths. Hence, G5 — and, therefore, el(s,t) — contains at least k vertices different
from s and t and at least 2k — 1 edges of G.

Now we show how to place the points of S in order to get the desired lower bounds.
We construct the set S of n points in the plane hierarchically bottom-up. First we
assume that n is a power of two. Let [ be a horizontal line and let o be any fixed
point of [. We place the points of S on [. We put s; € S to o and sy € S right to s;
such that disty(s1,s2) = 1. Let € > 0 be a fixed real number. We translate el(si, sq)
with the points s; and sy right on [, by a Euclidean distance f + e. This translation
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guarantees that el(sy, s3) and the translated ellipsoid are distinct. Let s3 and s4 denote
the translated points s; and sq, respectively. In general, in the ith step, 1 <1 < logn,
we translate the ellipsoid el(si, soi) with the points s, ..., $9i to the right on [, by a
Euclidean distance f - dists(s1, S9i) + €. Denote the translated points by $10i, ..., Sgit1
(Figure 3.5). Then the ellipsoids el(s1, $9i) and el(sqi 1, Sgi+1) are distinct. We say that
the ellipsoid el(s1, Sqi+1) is the parent of el(s1, s9i) and el(s149i, Spi+1). Furthermore, we
call the two children of an ellipsoid siblings of one another. We denote by parent(el(.,.))
and sib(el(.,.)) the parent and the sibling of an ellipsoid el(.,.), respectively.

e(sisd e
[ ti}e{l—o —————— &wwec —————— o—:}———:'l—c —————— ow —————

Figure 3.5: Example for a set S of n points for which each (k, f)-EFTSS contains at
least k|n/2| Steiner points and |n/2|(2k +1) + ([n/2] — 1)(k +1)/2 edges.

Now we count the Steiner points and the edges in an arbitrary (k, f)-EFTSS G for the
set S. Consider a pair of points sg;_1, 9 € S, 1 < j < n/2. For this pair, there are at
least k£ + 1 edge disjoint paths in G contained entirely in el(sy;_1, s9;). Since, for j # 5’
the ellipsoids el(sgj_1, s2;) and el(sg;r—1, 525) are disjoint, each el(sg;_1, s2;) contains
in the interior at least £ Steiner points and 2k + 1 edges. Furthermore, s9;_1 and s,
must be (k + 1)-edge connected with the points of sib(el(s2;_1,52;)). Therefore, we
have at least k£ + 1 edges contained entirely in parent(el(sqj_1,52;)) that have exactly
one endpoint in el(syj_1,52;). We can repeat these arguments at each level of the
hierarchy of the ellipsoids. Then we obtain that the number of edges in G is at least
(2k+1)n/24+ (k+1)(n/2—-1) = (3k +2)n/2 — k — 1 and the number of Steiner points
is at least kn/2.

Now we consider the case that n not a power of two. Let 2¢ < n < 21, We place the
points in the same way as in the case when n was a power of two. After we translated
el(s1, s9i) and obtained the points sy i, ..., Sei+1 We simply remove s,,1, ..., Sgi+1. Let G
be an arbitrary k£ edge fault tolerant Steiner f-spanner for S. The number of Steiner
points in G is at least the sum of the Steiner points contained in el(sy, Spi) and the
Steiner points contained in el(sgit14,). Similarly, the number of edges in G is at least
the number of edges contained entirely in the interior of el(sy, soi) plus the number of
edges contained entirely in the interior of el(s9i 11 ,,) plus the number of edges crossing
the boundary of these two ellipsoids. We have seen that G contains in the interior of
el(s1, S9:) at least k2~ Steiner points and (3k + 1)2°~! — (k 4 1) edges. Furthermore,
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there are at least k& + 1 edge disjoint paths between el(s1, S9i) and el(sqi 1, S,), and so
the number of edges crossing the boundary of el(sy, s9i) is at least k£ + 1. We count the
Steiner points and edges contained in el(syi 11, 5,) recursively. Let n = Y o<;<|i0gn) 0i2'
with b; € {0,1}. Then the number of Steiner points in G is at least

o obik27 = kln/2],

1<i<|logn|

and the number of edges in G is at least

(Y biBk+2)27") = (k+1) +bo(k +1)

1<i<|logn]
=Bk+2)|n/2] —(k+1)+by(k+1)
=(2k+1)|n/2]| + (k+1)([n/2] —1).

Hence, the claim of the theorem follows. O

3.5 Conclusion and open problems

We have shown that for each set S C IR? of n points, each real constant f > 1, and each
integer 1 <k <n-—2,a (k, f)-VFTS for S can be constructed with O(kn) edges. This
bound is optimal up to a constant factor and it improves the former O(k*n) bound of
Levcopoulos et al. [54]. Then we have given a short proof of the fact that each (k, f)-
VFTS is also a (k, f)-EFTS even in the directed case. It implies that we can construct
a (k, f)-EFTS with O(kn) edges which bound is also optimal up to a constant factor
and improves the former O(k?n) bound of Levcopoulos et al. [54]. After this we have
constructed a (k, f)-VFTS whose outdegree is bounded by O(k?). The best known
former bound for the degree was O(c**!) for a constant c. Finally, we have considered
a more natural but stronger definition of edge fault tolerance, which not necessarily
can be satisfied using only simple edges between points of S and we have studied fault
tolerant Steiner spanners. We have proven that for each S, each real constant f > 1,
and each £ € IN there is a (k, f)-EFTSS and a (k, f)-VFTSS for S with O(kn) edges
and kn Steiner points. Then we have shown that there exist S, such that for each f > 1
and each k € IN, any (k, f)-EFTSS for S has Q(kn) edges and Steiner points.

Some interesting problems remain unsolved. Is it possible to construct a (k, f)-VFTS
whose degree is bounded by O(k)? Levcopoulos et al. [54] studied fault tolerant spanners
with low weight. Let w(MST) be the weight of the minimum spanning tree of S. In
[54] it is proven that for each S a (k, f)-VFTS can be constructed whose weight is
O(ck**w(MST)) for some constant c. Can this upper bound be improved? In [54] it
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is also proven that Q(k*w(MST)) is a lower bound on the weight. Is it possible to
construct a (k, f)-VFTS with lower weight using Steiner points? Finally, we do not
know any results for fault tolerant spanners with low diameter.
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Chapter 4

Applications in walkthrough
systems

In this chapter we examine some algorithmic aspects of the management of large geo-
metric scenes in interactive walkthrough systems. The goal of walkthrough systems is
a simulation and visualization of a three-dimensional scene. A scene consists of objects
that are usually modeled by triangle meshes. The visitor of such a scene walks around
and her environment is visualized on the screen or on a special output device. For a
smooth animation we have hard real time requirements. Empirically, the computer has
to render at least twenty pictures (frames) per second. If the animation is computed
with less than twenty frames per second, navigation in the scenes is hard or impossible.

4.1 Geometric search problems in walkthrough sys-

tems

In todays computer systems the the objects of a scene are modeled by triangle meshes.
The triangles of such a mesh contain geometric and object specific information, e.g.,
three-dimensional coordinates, color, textures, transparency information, etc... For
every position of the visitor the computer has to compute a view of the scene. Hidden
triangles have to be eliminated (hidden surface removal) and for all visible triangles
color and brightness has to be computed. This process is called rendering.

The rendering process is often supported by special hardware, but the time for the
rendering of a picture depends on the complexity of the scene, i.e., the number of
triangles and the number of pixels that are needed for drawing a triangle. Therefore,
if the scene is too large the real time requirement can only be guaranteed if the system
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does not spend computation time for objects whose influence is not significant for the
quality of the picture appearing on the screen. To control this situation real time and
approximation algorithms are necessary to reduce the complexity of those parts of the
scene that are far away, and thus, have a low influence to the quality of the rendered
image.

Most of the methods used in computer graphics to reduce the complexity of the scene
are highly dependent on its geometry. The change of the scene is joined with much
programming work. Our goal is to develop real time algorithms for managing large and
dynamic geometric scenes. Our scene is dynamic in the sense that a visitor can insert
and/or delete objects. The basis for our considerations is an abstract modelling of the
problem introduced by Fischer et al. [39] and refined in [41].

One of the most important problems to be solved in walkthrough systems is the search
problem: In order to guarantee the real time behavior of our algorithms it is important
that the time for the search, insertion, and deletion of objects is independent of the
scene size. We focus on this problem.

The scenes that we consider are arbitrarily large and they consist of non overlapping
unit size balls. Our methods exploit the fact that the visitor can only see a relatively
small piece of the scene.

We fix an angle a. We say that an object is important if it appears from the visitor’s
position in an angle at least « (Figure 4.1). These objects may be, for example, greater
than a pixel on the display. Our goal is to develop data structures that support the
selection of the important objects.

O

Figure 4.1: The object appears from the visitor’s position in angle .

Representing the objects by points in IR?, we obtain a kind of circular range searching
problem. For a given a set S C IR? of n points. For a query query(q,r) we have to
report the points of S in the interior of the circle with center ¢ and radius r, where r is
determined by the angle cv. The difference between the classical circular range searching
problem and our searching problem is that in the classical range searching problem we
know nothing about the structure of the queries. But we can exploit the spatial locality
of the queries, namely, that the visitor moves continuously and so consecutive query
positions are near to each other. We give efficient solutions for the following problems.

The moving visitor searching problem: We say that the visitor moves slowly if
the quotient % is a constant, where ¢ is the maximum Euclidean distance between two
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consecutive query positions and z is the Euclidean distance between a closest pair of S.
This assumption is motivated by the fact that in a scene consisting of non overlapping
balls the centers of the balls can not be arbitrarily near to one another. Under the
assumption that the visitor moves slowly through the scene, for a query query(q,r) we
have to report the points of S in the interior of the circle with center ¢ and radius r.
We show that under this assumption it is possible to perform a point location for the
query position in O(1) time.

The dynamic searching problem: In the dynamic case the visitor can insert or
delete an object at her current position. Our goal is to develop a linear space data
structure with the same query time as in the static case and with an update time
similar to the query time.

Our goal is to develop deterministic data structures for the above problems with O(n)
space requirement. Since we work with very large data, we want to use as small space
as possible. Data structures with superlinear space complexity are not acceptable for
our purposes. Moreover, the constants in the O-notation are important. Furthermore,
we require from our data structures that the reporting and the update time will be
nearly linear in the size of the output. More precisely, we require an O(1 + k) query
and update time, where k is the number of points of S in a disc whose center is the
position ¢ of the visitor and radius is f times the radius r of the query disc, where
f > 1is a small real constant.

4.1.1 Related problems, state of the art

Since the scene which we consider consists of unit size balls, the important objects (the
objects that appear from the visitor’s position in an angle at least «) are contained

in a ball whose center is the visitor’s position ¢ and radius is r = Hence,

2singa/2)'
representing the objects of the scene by points in IR? (]R3) we can report the important
objects by solving a circular range searching problem. In the general form of the circular
range searching problem we have a set S of n points in IR?. For a query query(q,r) we
have to report the points of S that are contained in the ball with center ¢ and radius r.
This ball is called a query ball. In the two-dimensional case a query ball is also called

a query disc.

4.1.1.1 Circular range searching

For an overview of different kinds of range searching problems we refer to the sur-
vey of Matousek [58] and Agarwal and Erickson [1]. Time optimal solutions for the
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two-dimensional circular range searching problem use higher order Voronoi diagrams.
Informally, the ith order Voronoi diagram V D;(S) of a set S of n sites in the d-space,
1 < ¢ < n, partitions the space into regions such that each point within a fixed re-
gion has the same i closest sites. The regions of V' D;(S) are convex polyhedra. The
number of non empty regions in the two-dimensional ¢th order Voronoi diagram can
be bounded by O(i(n — i)) [53]. Bentley and Maurer [14] presented a technique which
extracts the sites of the Voronoi region containing q in the ith order Voronoi diagram of
S for 1 = 2%logn, 2! log n, 22 log n, ... consecutively. It stops, if one of the i sites that are
assigned to the Voronoi cell containing g is further from ¢ than the radius r of the query
disc. In [14] an O(lognloglogn + k) query time is obtained, where £ is the number of
the sites of S that are contained in the query disc. The space requirement of the data
structures is O(n?). Chazelle et al. [25] improved the query time to O(logn + k) and
the space requirement to O(n(lognloglogn)?) using the algorithmic concept filtering
search. Aggarwal et al. [3] reduced the space requirement to O(nlogn) applying spe-
cial compacting techniques. They achieve with this method an optimal query time for
the circular range searching problem, but the data structure has a superlinear space
requirement already in the two-dimensional case. Furthermore, the method in [3] uses
the planar separator theorem of Lipton and Tarjan [55] for compacting the Voronoi
diagram. We do not know any appropriate counterpart of this theorem which could be
used for higher dimensional Voronoi diagrams. To find such a separator theorem seems
to be a hard problem.

4.1.1.1 Proximity problems, nearest neighbor queries

In some of the range searching methods one has to solve a prorimity problem. In the
above circular range searching method one have to solve a so called i-nearest neighbor
problem, i.e., for an integer 7 the set S of n sites must be preprocessed into a data
structure such that for a query point ¢ one can determine fast the ¢ nearest sites of
q. The case if + = 1 is of particular interest. The following results show that it is not
possible to get a query time independent of n without any restrictions on this problem.

Finding the nearest neighbor of a query point ¢ in S has an Q(logn) time complexity
in the algebraic computation tree model [13]. The planar version of this problem
has been solved optimally with O(logn) query time and O(n) space. But in higher
dimensions no data structure of size O(n log?® n) is known that answers queries in
polylogarithmic time. The approrimate nearest neighbor problem, i.e., finding a point
p € S to the query point ¢ such that dists(q,p) < (1 + €)dista(q,q*), where ¢* € S
is the exact nearest neighbor of ¢, was solved optimally by Arya et al. [7]. They gave
a data structure in dimension d > 2 of size O(n) that supports answering a query in
O(logn) time. The constant factor in the query time depends on e. This data structure
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can be constructed in O(nlogn) time. For proximity problems on point sets in R¢ a
comprehensive overview is given by Smid [76].

4.1.2 Our approach

Instead of applying sophisticated methods we can use an arbitrary (weak) spanner G(S)
for S to answer a circular range query query(q,r) as follows. First we must find a near
neighbor ¢* € S — not necessarily the nearest neighbor — of ¢ in the given point set S.
Then we have to perform a breadth first search (BFS)in G(S) which starts at the vertex
g* and visits only points s € S such that dists(q*,s) < f(r + dists(q,q*)), where f is
the stretch factor of G(S). More precisely, we initialize a list front := {¢*} and mark
q* as visited. While front # () we do the following: Remove the first point p € front
from front, mark p as visited, and append each non visited neighbor s € S of p in
G(S) with dista(¢*,s) < f(r + dista(q,q*)) to front. This implies that the BFS visits
each point s € S with disty(q,s) < r. As we will see, if we use the f-graph Gy(S) as
underlying weak spanner for the search, after finding some certain points we must only
visit points s € S with disty(q,s) < fr in the BFS. The ball with center ¢ and radius
fris called critical ball or critical disc in the two-dimensional case. Another advantage
of using the #-graph is that in the BF'S we must only traverse the outgoing edges at
each point. This and the fact that the outdegree of the §-graph is a constant imply that
the search time is bounded by the number of sites s € S for which disty(q, s) < fr.

The only problem we have is, how to find a point at which we can start the BFS. The
results presented in Subsection 4.1.1 show that finding an appropriate near neighbor for
a query point is a hard problem in the general case. In order to solve this in constant
time we extend the set of n original points by O(n) auxiliary points, so-called Steiner
points and we exploit the spacial locality of consecutive queries, i.e., we utilize that the
visitor moves slowly.

4.1.3 Outline

First we describe a randomized solution of Fischer et al. [39] for the moving visitor
search problem. We begin with the static problem, where the objects of the scene are
static during the walkthrough. Then we describe the fully dynamic version of the data
structure, where the visitor is able to insert or delete an object at her current position.

After this we present our own deterministic data structure which has been published
in [40]. Here we also begin with the static problem and then we give a solution for the
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incremental problem, where the visitor is allowed to insert a new object at her current
position.

In both methods the original set S of n points will be extended by Steiner points and
the underlying data structures are based on so-called Steiner weak spanners. Unfortu-
nately, both solutions — the randomized and the deterministic — use also non algebraic
operations for the construction of data structures.

Finally, we investigate the question how we can report the important objects when the
scene consists of balls of different sizes. We show a simple technique which allows us to
use circular range searching methods to solve this problems. Then we show geometric
mappings that reduce this problem to halfspace range searching problems in higher
dimensions.

4.2 A randomized solution

In this section we present a randomized data structure of Fischer et al. [39]. This
solution does not take advantage from the assumption that the visitor moves slowly.
Let S be a set of n points in the plane, where each point of S represents an object of
the scene. The data structures presented in this section are based on the #-graph Gy(S)
of the set S as defined in Subsection 2.1.3 for 0 < # < % and as in Subsection 2.1.4
for = 7.

4.2.1 The static data structure

For the description of the data structure we need the following definition. Let a > 0,
0 < # < 7 be real numbers, and C' a f-frame. A set S of n points in the plane is
called (a, 0)-crowded if for each point ¢ € IR? and for each cone ¢ € C holds that either
S Ne(g) =0 or there is a point s € S N c(q) with dists(q, s) < a. In [39] is stated the
following.

Theorem 4.1 [39] Let a > 0, 0 < § < § be real numbers, S an (a, 0)-crowded point set
in the plane, G¢(S) the O-graph of S, and f the weak spanner stretch factor of Gy(S).
Then for each s,t € S there is a directed path in Go(S) from s to t such that for each
vertex v on this path holds that disty(s,v) < dists(s,t) + fa.

We remark that Theorem 4.1 holds also for the case if # = 7. This theorem implies
that using the @-graph Gy(S) of an (a, f)-crowded point set S we can perform a query
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query(q,r) such that we first find a point s € S whose distance from ¢ is at most
a and then we perform a BFS started at s visiting only vertices contained in the disc
{x € R? : disty(s, x) < r+dists(q, s)+ fa}. We call this disc the critical disc. It remains
to solve the problem, how we can make an arbitrary set S of points (a, #)-crowded such
that ¢ < r and how we can find a point s € S with dists(q, s) < a.

The above problems were solved in [39] by extending the original set S of n points
with a set M of Steiner points that are placed on the vertices of a grid which cover
the bounding box of S. Formally, let B := [x1, 23] X [y1,y2] be the bounding box of S
(i.e., B is the smallest axis-parallel rectangle which contains S) and [ := m.
We place a Steiner point p € M on each position (z; + il,y; + jl), i = 0, ..., [75],
J =0,..., [¥7%]. With this density of the grid we guarantee that the extended point set
becomes (a, #)-crowded. Furthermore, for each query position we can locate a Steiner

point within a distance a in constant time (using the floor operation).

Unfortunately, it is not possible to bound the number of Steiner points by any function
of n, because the bounding box B can be arbitrarily large. If we store all Steiner points,
the space complexity could be enormous. Fischer et al. [39] showed the following way to
keep the space complexity linear in n. For this they introduced the notion of essential
Steiner points. A Steiner point p € M is called essential if at least one of its neighbors
in the undirected #-graph G4(S U M) is an original point of S. Let M’ be the set of
essential Steiner points. In [39] it is proven that number of points in M’ is O(n). This
follows from the facts that (i) there is no directed edge in the #-graph which is longer
than a, because of the (a,f)-crowdedness and (i) the number of Steiner points that
are not further from an original point than a is bounded by a constant.

The data structure in [39] stores only the original point set S, the set M’ of the essential
Steiner points and the subgraph of G¢(S U M) induced by S U M'. In addition, the
positions of the essential Steiner points — more precisely, the pairs (i, j) of integers such
that (z; + il,y; + jl) is a position of an essential Steiner point — are maintained in
a perfect hash list as described in [33, 32]. This randomized data structure supports
lookup operations in O(1) worst-case time, it needs O(n) space and can be constructed
in O(n) time with high probability, i.e., with probability 1 —n~%, where a can be chosen
as an arbitrarily large constant. Using this data structure we achieve the following
result.

Theorem 4.2 [39] Let S be a set of n points in the plane and a € IR be a lower bound
on the radius of the circular range queries. The set S can be preprocessed into data
structure which supports for a point ¢ € R?* and radius r > a to report the points of S
that are not further from q than r in O(k + (2 +r/a)?) time, where k is the number of
points of S in the critical disc. This data structure needs O(n) space. a
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4.2.2 The fully dynamic data structure

Now we sketch how a point can be inserted or deleted efficiently. We maintain the set
M’ of essential Steiner points in a dynamic perfect hash list [32]. This randomized data
structure supports lookup, insert, and delete operations in O(1) time, where the time
bound for the insert and delete operations hold with high probability. The hash list
needs linear space.

When a point is inserted or deleted, some of the non essential Steiner points may
become essential and vice versa. Since we maintain in our data structure a (a,6)-
crowded point set it is sufficient to check the Steiner points whose Euclidean distance
from the position ¢ is at most a, whether they change their status from non essential to
essential or vice versa. Only these Steiner points can be an undirected neighbor of the
inserted or deleted point at the position q. Therfore, we have only to check a constant
number of Steiner points, and so, we must perform a constant number of operations
on the perfect hash list. The constant depends on f. Furthermore, for updating the
adjacencies in the graph we must check also the original points of S within a distance a
from ¢. Since these points represent unit size balls, their number is bounded by O(a?).

Theorem 4.3 [39] Let S be a set of n points in the plane and a € IR be lower bound
on the radius of the circular range queries. The set S can be preprocessed into data
structure which supports for a point ¢ € R? and radius v > a to report the points of S
that are not further from q than r in O(k + (2+ r/a)?) time, where k is the number of
points of S in the critical disc. Furthermore, at the positon q a point can be inserted
in O(a?) and deleted in O(a?loga) time with high probability. The data structure needs
O(n) space. O

The advantage of this randomized data structure is that it can be implemented easily.
Moreover, the generalization in higher dimensions is straightforward, using a higher
dimensional grid and #-graph. A disadvantage is the large space overhead, because of
using hashing.

4.3 A deterministic solution

In this section we present a deterministic data structure for the static and for the
incremental moving visitor searching problem. To achieve the desired time bounds we
need the assumption that the visitor of the scene moves slowly. This data structure was
published in [40]. It is based on the graph G/2(S) which was defined in Subsection 2.1.4.
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Before we describe the data structure, we prove a useful property of the graph Gy(S)
for 0 < @ < % and 6 = 7. This property implies that we can answer a query query(q,r)
such that after the solution of a certain proximity problem, we only have to visit such
vertices in the BFS that are not further from ¢ than fr, where f is the weak spanner
stretch factor of G4(S). Remember, for § = T is f = /34 /5 and for 0 < 0 < 3 is

2
f = max(y/1 + 48sin*(8/2), v/5 — 4cosf).

Lemma 4.4 Let S be a set of n points in IR?* and 0 be an angle such that 0 < § < 3 or
0 = 5. Furthermore, let q € IR? be a query point, t € S a site, c(q) with apex q which
contains t, and s € SNc(q) a site for which dist.(q, s) = min(dist.(q,s") : s € SNc(q)).
Then there is a directed path P in Gy(S) from s to t such that for each verter v € P
holds that disty(q,v) < f - dists(q,t).

Proof: We only prove the lemma for § = 7. When 0 < 6 < %, the proof is similar.
In the proof of Theorem 2.5 we showed that there is a path P in G,/5(S) from s to ¢
which is entirely contained in the square range B, = {x € IR? : dist; (¢, z) < dist,(t,s)}.
Furthermore, we know that dist(t,s) < dist;(t,q). Therefore, the path from s to ¢ is
entirely contained in the square B, = {x € IR? : dist,(t,x) < dist,(t,q)}. This implies
the claimed bound on disty (g, v) for each vertex v € P. O

The above lemma implies the following method to report the points of S that are
contained in the query disc. For the center of the query disc ¢, in each cone ¢(q), ¢ € C,
c(qg) NS # 0, we have to find a nearest neighbor nn.(q) w.r.t. dist.. After this, in the
BFS procedure we initialize front to be the set {nn.(q) : ¢ € C, dist2(q,nn.(q)) < fr}.
Then we proceed as described in Subsection 4.1.2 visiting only points whose Euclidean
distance from ¢ is at most fr.

It remains to solve the problem how we can find the nearest neighbors of the query
position ¢ in the cones in constant time. For this we exploit that the visitor moves
slowly through the scene. We extend the original point set S with O(n) carefully
placed Steiner points, then we construct the graph G,/2(S’) for the extended point set
S’, and we take advantage of the fact that the nearest neighbors of the query position
¢ in the extended point set S’ is close to the nearest neighbors of the previous query
position g,re,. First we present a data structure for the static problem then we describe
how we can insert new points into this structure efficiently.

4.3.1 The static data structure

We begin with the description of the construction of the data structure. Then we show
how we can use it to find the nearest neighbors of the query position in constant time
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assuming that the visitor moves slowly. Subsequently, we present algorithmic details of
the construction.

4.3.1.1 The construction

We place the O(n) Steiner points similar as in the mesh generation method of Bern et
al. [17, 18]. First we construct a linear size, balanced quadtree [75, 74| for the point set
S and we put the Steiner points to the corners of the boxes of this quadtree. Now we
describe this technique briefly.

Definitions [17]: A quadtree is a recursive subdivision of the plane into square boxes.
The nodes of the quadtree are the boxes. Each box is either a leaf of the tree or is split
into four equal-area children. A box has four possible neighbors in the four cardinal
directions; a neighbor is a box of the same size sharing a side. A corner of a box is one
of the four vertices of its square. The corners of the quadtree are the points that are
corners of its boxes. A side of a box is split if one of the neighboring boxes sharing it
is split. A quadtree is called balanced if each side of an unsplit box has at most one
corner in its interior. An extended neighbor of a box is another box of the same size
sharing a side or a corner with it.

Building balanced quadtree for S [17]: We start with a root box b which is con-
centric with and twice as large as the smallest bounding square of S. We recursively
split b as long as b has a point of S in its interior and one of the following conditions
holds.

(1) b has at least two points or

(74) b has side length [ and contains a single point p € S with nearest neighbor in S
closer than 2v/2[ or

(73i) one of the extended neighbors of b is split.

Then we balance the quadtree. We remark that the balancing increases the space
requirement of the quadtree only by a constant factor. After all splits are done, every
leaf box, which contains a point of S, is surrounded by eight empty leaf boxes of the
same size.

Building linear size balanced quadtree [17]: The only nonlinear behavior of the
above algorithm occurs, when a nonempty box is split without separating points of S. If
this happens, we need to ”shortcut” the quadtree construction to produce small boxes
around a “dense” cluster without passing through many intermediate size of boxes.
We construct the quadtree for the cluster recursively and we treat the cluster as an
individual point. In this way we obtain a linear size quadtree for S, i.e., the number
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of the boxes is linear in n. As mentioned in [17] the linear size quadtree for S can be
constructed in O(nlogn) time and O(n) space. We present some algorithmic details
later.

Here ends the part borrowed from Bern et al. [17].

We call a dense cluster with the containing box and the eight extended neighbor boxes
an extended cluster. Within each extended cluster we also maintain the balance prop-
erty. Hence, each extended cluster contains only a constant number of corners on its
boundary. This property will be crucial for the fast navigation.

Building G/, from the quadtree: We extend S with the O(n) corners of the linear
size quadtree and construct the graph G /2(S’) for the extended point set S’. If we have
the quadtree, we can determine for each point of S’ its four neighbors in Gr/2(S’) in
constant time. It follows from the fact that the neighbors of a point p € S" in G, /2(5")
are in the interior of the leaf box b(p) containing p or they are in the interior of a
neighboring box of b(p). Figure 4.2 illustrates the possible cases.

a) c) i

A

/ o

Figure 4.2: The scheme to construct G,/»(S’) from the quadtree: a) An original point

of S, the box containing it and the eight extended neighbor boxes. b) A split side. c)
A shortcut.

4.3.1.2 Point location in constant time when the visitor moves slowly

If we have G/2(S"), we can determine for each point p’ of S’ the leaf box b(p') of the
quadtree containing p' in constant time. Furthermore, if = is the distance between the
closest pair of S then the side length of the smallest box of the quadtree is a constant
fraction of z. These observations imply that for the query position ¢, the box b(q) of
the quadtree containing ¢ can be computed in constant time using Gr/2(S’), if we know
the box b(gprey) containing the previous query position gpe,, since the line segment
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[@prev, q] crosses only a constant number of leaf boxes of the quadtree. The crossings
and so the box b(g) can be computed in constant time. Then the nearest neighbor of ¢
in S’ in each cone ¢(q), ¢ € C, also can be determined in constant time. Therefore, in
order to answer a query query(q,r), we can start the BFS after we initialized the list
front with these nearest neighbors. We conclude:

Theorem 4.5 Let S be set of n points in the plane. Assume that the visitor moves
slowly. Then there is a data structure which supports for a query query(q,r) to report
the points of S within the query disc in O(1+ k) time, where k is the number of vertices

v of Gr/2(S") for them disty(q,v) < ry/3 + V/5 holds. The space requirement of the data
structure is O(n) and can be constructed in O(nlogn) time. O

4.3.1.3 Algorithmic details of the quadtree construction

Computing a quadtree without shortcuts: If the points of S are distributed such
that we never need a shortcut, the quadtree can be constructed in in O(nlogn) time
using only algebraic operations. This can be obtained by a method which is very
similar to the tree construction algorithm of Vaidya [79] and of Callahan [21]. We sort
the points of S by its z- and y-coordinates obtaining two sorted doubly linked lists L,
and L,. In both lists for each point p € S we have a cross-pointer to its position in the
other list. At each time, when we separate points of S by a vertical and a horizontal line
segment, we split out the smaller point set from the lists. We consider a box splitting
as a vertical split followed by horizontal split in both sides.

We now describe, how to maintain the sorted lists during these splits. First we create
copies Lg and Ly of the lists L, and L,. We will need this copies later. In L{ we maintain
for each item a pointer p_orig to its position in L,. Similarly, in Lj we maintain for each
item a pointer p_orig to its position in L,. Then we perform the following recursive
procedure. We create two empty lists L and L;. They will contain the points of the
smaller point set resulting from the split. We search the list L, simultaneously from
left to right and from right to left until we find a point that belongs to the other side of
the separating vertical line segment. The search time is linear to the size of the smaller
set. W.l.o.g. we assume that the search from left to right was shorter.

Then we begin from left again, walk sequential in L, up to the first point right to the
separating vertical line. During this walk we delete the points from L, and insert them
at the end of L!. Using the cross-pointers we delete this points from L,, as well, and
insert them at the end of L;. After this vertical splitting the list L! is already sorted
but the list L;, is not. It would be inefficient to sort it now, first we leave it unsorted and
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split the lists L, and L, (the remaining longer lists that are both sorted) recursively
horizontal.

At the last recursion level, when L, (and L,) contains at most one point, we sort all
the unsorted lists L., L;, that are created at a higher level of the recursion, as follows.
We traverse the two lists Lg and Ly that are the copies of the original lists L, and L,
before the deletions. For each encountered item, we remove the corresponding item —
which is given by the pointer p_orig — from L (L;, resp.) and insert it again at the end
of the same list L} (L;, resp.). In this way we can guarantee that in each list L}, (L,
resp.) each two items appear in the same order as in L¢ (L;, resp.). Consequently, all
lists L, and L; are sorted and the total time for the sorting is linear in the length of

L.

Finally, we deallocate the copy lists Lg and L, make a copy from each list L;, L, and
process each L), L; recursively until each list contains at most one item. Figure 4.3
illustrates the lists appearing in the above description.

Ly | | LS
Ly | | L
oo Ly | |
Ly [ L, | |

e [ el ]

i %
L Lx
o L L,

Figure 4.3: The lists Ly, Ly, L., L, and L, Ly during the splitting algorithm.

Clearly, the running time of above splitting algorithm is O(nlogn), because if an item
is splitted out from a list, it will be inserted into a list whose size is at most half the
size of its original list. It can happen at most logn times per item. After the splitting
algorithm we have to complete the obtained tree to a balanced quadtree corresponding
our definition. This can be done in O(n) time.

Realize shortcuts: Now we turn to the problem how we can detect during the above
algorithm, whether a shortcut is necessary and how this can be performed in constant
time. We describe the solution of Bern et al. [18] for this problem.

In [18] it is assumed that the coordinates of the input points are integer numbers that
can be stored in a single computer word. The underlying computation model is a
special RAM which is able to perform simple arithmetic, shift and Boolean operations
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on words, and to detect the position of the most significant non-zero bit of a computer
word in constant time!. The sides of all squares in the quadtree have length of the form
2¢, and for any square of side length 2! the coordinates of all four corners are multiples
of 2. For two input points p = (pg,p,) and ¢ = (g, g,) we define their derived square
as the smallest quadtree box containing p and ¢. The side length [ of this square can
be computed from the position ¢ of the most significant non-zero bit of the maximum
of (p; XOR ¢;) and (p, XOR g,), the side length is [ = 271, The bottom left corner
of this square can be found by masking off the last 7 bits of p, and p,. The derived
square of an arbitrary point set is defined analogously. This is the smallest quadtree
box containing the point set. It can be computed from the minimum and maximum z-
and y-coordinate in the point set. Since the splitting algorithm maintain the points in
sorted lists, the minimum and the maximum coordinate can be determined in constant
time. Consequently, we can check at each level of the recursion in constant time,
whether a shortcut is necessary by computing the derived box of the current point set
and comparing it with the derived box of the point set of its parent in the tree. Hence,
the shortcut can be performed in constant time.

4.3.2 The incremental data structure, lazy updates

In this subsection we study the incremental version of the search problem, where in-
sertion of a new point into S at the current position of the visitor is allowed. We show
how we can insert a point into the graph G, /2(S") in the same time as the query time.

When we insert a new point into Gr/2(S’), we first must update the quadtree such
that the balance property is maintained. Then we must update the adjacencies at the
affected vertices of G/5(S’) corresponding to corners of the changed boxes or their
neighboring boxes. Updating G/2(S’) at the affected vertices costs only a constant
time per box even in the case of a changed shortcut. Therefore, the update time is
linear in the number of affected boxes. The main problem is to maintain the balance
property. Let [(b) be denote the level of box b, it is the length of the tree path from
the root box of the quadtree to the box b. If a leaf box b is splitted then the balance
condition can be violated in each level higher than [(b) (Figure 4.4). Therefore, the
worst-case update time for the rebalancing of the quadtree depends on the depth of the
quadtree, and so, on the total scene.

Let D, be a query disc with radius r and D, be the cricital disc which is concentric

with D, and has a radius rf = 7/3+ /5. In order to make the rebalancing time
independent from the total size of the scene, we perform lazy updates, i.e., we split

LThis operation can also be written as |log, a], where a is number stored in a computer word.
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Figure 4.4: Rebalancing of the quadtree

only the boxes that intersect the critical disc D,;. After the splittings we update only
the vertices of Gr/2(S’) that are contained in D,;. The remaining splittings will be
performed later, when the current critical disc intersects the according boxes. Therefore,
at the beginning of each query we have to check, whether the current critical disc D,
intersects new leaf boxes that violate the balance property. In this case we perform the
necessary splittings. In this way we guarantee that the update time is at most linear
in the number of vertices of the updated graph G/2(S’) in the disc D,;. This time is
equal to the time of the searching. We summarize:

Theorem 4.6 Let S be set of n points in the plane. Assume that the visitor moves
slowly. Then there is an incremental data structure for the mowving visitor searching
problem which supports insertion of a new point at the current position q of the visitor
and for query(q,r) it allows reporting of the points of S within the query disc both in
O(1 + k) time, where k is the number of vertices v of Gr/2(S") for which disty(q,v) <

/3 + /5 holds. The space requirement of the data structure is O(n). O

4.4 Objects with different sizes

In this section we develop data structures for the searching problem in geometric scenes
that consist of balls with different sizes. We represent the objects of such a scene by
weighted points, such that the weight w(s) of a point s € S C IR? is the diameter of
the ball represented by s. Similar to the case of equal size balls, we have to determine
the objects appearing from the visitor’s position in an angle which is not less than

a fixed constant «. Using weighted points to represent the objects of the scene the
1
2sin(a/2)
query(q, ) we have to report the set {s € S : ﬁ disty(q, s) < r} of weighted points.

above problem can be formulated as follows: Let r := For a query operation

In the first part of this section we develop a general technique, which allows us to
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use data structures for circular range searching to report the objects appearing from
the visitor’s position in an angle at most a. This technique is applicable to each
decomposable searching problems on weighted points.

In the second part of the section we use geometric transformations to obtain a higher
dimensional halfspace range searching problem and solve this problem with known
algorithms. This approach was, for example, used in [46, 2, 9, 36, 83] for similar
problems.

4.4.1 Using circular range searching in size classes

In this subsection we exploit that our search problem is a so-called decomposable search
problem [15, 65, 35]. We use a special decomposition which allows us to apply circu-
lar range searching algorithms for an approximated solution of the original searching
problem.

Decomposable search problems are search problems that satisfy the following condi-
tions [35]: Let S be a set of objects and let S be arbitrarily partitioned into two sets
S1 and S3. Furthermore, let () be an arbitrary query object, and A; and A, be the
answers to the queries for S; and () and for S, and @, respectively. Then the answer A
for S and @) can be computed in constant time from A; and As. Our searching problem
satisfy this condition obviously.

To handle objects with different sizes we partition the points of S into size classes. Let
Wmin be the size of the smallest object and wy,,, the size of the largest object of the
scene. We define the aspect ratio of the scene A := ymez. Let | := [log A]. We partition
the objects into [ classes such that in each class the largest object is at most two times
larger than the smallest object. More precisely, let S; := {s € S : 27 wy,, < w(s) <
2Win} for i = 1,...,1. We call S; a size class of S. (If A is a power of two then let S,
also contain the objects with size wy,.) In each class S; we treat the points as they
had the same size and for each S; we independently build a circular range searching
data structure. Note that if the largest and the smallest object of the scene have a
size 1km and 1mm, respectively, we only have twenty classes. We can answer a query
query(q,r) for weighted points such that we start a circular range query in each non
empty class S; with center ¢ and radius 7; = 2° 'wp,r. (This is the distance, from
which an object of size 2‘w,,;, appears in angle o.) Then we concatenate the results
and verify for each obtained point s, whether ﬁ dists(q, s) < r holds.

This method works with various circular range searching algorithms. Let D be a data
structure used for solving the circular range searching problem in the size classes. As-
sume that the space requirement of D is O(f(n)) and that D supports answering queries
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in O(g(n) + k) time, where k£ depends on the size of the output. Furthermore, assume
that f(n)/n is nondecreasing and g(n)/n is nonincreasing. Then the above searching
data structure for weighted points has a space complexity O(f(n) + ) and supports
answering queries in O(l - g(n) + k') time, where k' = 3,,, k; and k; is the output
sensitive part of the query time in the circular range searching data structure for the
size class S;.

4.4.2 Transformation to halfspace range searching

In this subsection we transform the d-dimensional problem of reporting the points
{s € §: ﬁ disty(q,s) < r} to a halfspace range searching problem in IR4*! if
each query has the same radius r (i.e., the angle « is fixed) and to a halfspace range
searching problem in IR*™? if r is variable. Then we can solve the halfspace range
searching problem by known techniques.

Such geometric transformations were used, for example, in [46, 2, 36, 9, 83]. In par-
ticular, we remark that using this method, Gupta et al. [46] presented a solution for
the following intersection searching problem: Let B := {Bj,..., B,} be a collection of
closed d-balls in IR?, d > 2. For a query d-ball Q we have to report the balls of B
that are intersected by . In [46] this problem is transformed to a (d + 2)-dimensional
halfspace range searching problem. This immediately implies also a solution for our
d-dimensional reporting problem on weighted points if each query disc has the same
radius 7. We map each weighted point s € S(C IR?) to a d-ball B with center s and
radius w(s)r, and we map the query position ¢ to a ball @) with center ¢ radius zero.

In order to understand the spirit of this kind of geometric mappings, we first transform
a d-dimensional circular range searching problem (on unweighted points) to a (d + 1)-
dimensional halfspace range searching problem: Let S C IR¢ be a set of n points. For
a query query(q,r) we have to report the points of S whose Euclidean distance from ¢
is at most . For a point s € R? we denote its ith coordinate by s;. A point s € S is
contained in the query ball if and only if

> (gi— si)? <r?

1<i<d

holds. Let us define a transform 7 which maps the points of S to the surface of a
(d + 1)-dimensional paraboloid as follows:

v(s) := (31,...,sd, > sf)

1<i<d
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Also, let us define 8 which maps the center ¢ and the radius r of a query to a (d + 1)-
dimensional hyperplane as follows:

Blg,r) i Tar1 ="+ Y 2qmi— Y. ¢

1<i<d 1<i<d

It is easy to show that a point s € S is contained in the ball with center ¢ and radius r
if and only if y(s) € B(q, )", where (g, ) is the closed halfspace lying below £(q, ),
i.e., the halfspace 2441 < 7% 4+ X 1<ica 26 — X 1<i<a i (Figure 4.5). To see this, it is
sufficient to show that

dists(q,s) <r ifandonlyif > sF < 4+ Y 28— > ¢

1<i<d 1<i<d 1<i<d
This can be done by simple algebraic manipulation.

[

Figure 4.5: disty(q, s) < r if and only if v(s) below 5(q, 7).

Now we consider the following reporting problem. We have a set S C IR% of n weighted
points and a radius r € IR. For a query query(q) we must report the points {s € S :
ﬁ disty(q,s) < r}. Let us define v which maps the points of S to points into IR%*!
as follows.

v(s) := (31, e Say D S5 — w(s)2r2).

1<i<d

Also, let us define 8 which maps the query point g to a (d + 1)-dimensional hyperplane

as follows:
B(g) : xar1= Y. 2qimi— Y. q;.
1<i<d 1<i<d
It is easy to verify that —— disty(q,s) < r holds for s € S if and only if v(s) €

w(s)
B(q) . Thus, we reduced the above weighted reporting problem to a (d+1)-dimensional

halfspace range searching problem.
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Finally, we show a transformation in the case that r is also a parameter of the query,
i.e., we cannot use r in the mapping of the points of S. Let us define v which maps the
points of S to points in IR**? as follows.

v(s) := (51,...,sd,w(s)2, > sf)
1<i<d
Also, let us define 8 which maps the point ¢ and the radius r to a (d + 2)-dimensional
hyperplane as follows:

B(g,r): Taya = Y, 2qi%; + T’Tap1 — Y G-
1<:<d 1<i<d

Also here, it is easy to verify that ( ) dists(q,s) < r holds for s € S if and only if
v(s) € B(¢q)". Thus, we have transformed the above problem to a (d + 2)-dimensional
halfspace range searching problem.

To solve the halfspace range searching problem we can use the data structure of Ma-
tousek [59], which, in IR?, uses O(nloglogn) space and has O(n'~Y/[P/2lpolylog n + k)
query time, where k is the output size. Alternatively, we can use the data structure of
Clarkson and Shor [29] which uses O(n!?/21+¢) space and has O(logn + k) query time.
Substituting p = d + 1 and p = d + 2, respectively, we obtain the following:

Theorem 4.7

(i): Let S be a set of n weighted points in R? and r € IR. S and r can be processed into
a data structure of size O(nloglogn) such that for a query point q € IR? the points
{s € 5: g5 dista(q,s) < r} can be reported in time O(n*~Y14/21polylog n + k),
where k zs the output size; or S can be processed into a data structure of size
O(nl421%¢) and O(logn + k) query time.

(77): Let S be a set of n weighted points in R¢. S can be processed into a data
structure of size O(nloglogn) such that for a query point ¢ € IRY and ra-
dius r € IR the points {s € S : ) disty(q,s) < r} can be reported in time
O(n*~Y14/2+1polylog n + k), where k is the output size; or S can be processed
into a data structure of size O(nl¥2111%¢) and O(logn + k) query time. O

4.5 Conclusion and open problems

We have described a randomized solution of Fischer et al. [39] for the static and the

fully dynamic moving visitor searching problem and our own deterministic solution for
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the static and the incremental moving visitor searching problem in scenes that consist
of unit size balls. In the deterministic data structure we have exploited the assumption
that the visitor moves slowly. Both solutions support query and update times that
are linear in the number of vertices of the underlying data structure in the interior of
the critical circle, in particular independent from the total number of objects of the
scene. Both data structures have linear size and they are relatively easy to implement.
Unfortunately, we were not able to give a deterministic solution for the fully dynamic
problem which also supports deletions as fast as insertions. An unpleasant property of
both data structures is that we also need non algebraic operations in the construction.
The question, whether a deterministic linear size data structure exists, which solves the
moving visitor problem and can be constructed in O(nlogn) time using only algebraic
operations, remains open.

We have presented solutions for the moving visitor problem in scenes that consist of
different size balls. We have seen that this problem can be transformed to a halfspace
range searching problem in a higher dimension. Then it can be solved using standard
techniques. The question, whether in the halfspace range searching data structures can
be exploited that the visitor moves slowly, remains unsolved.
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Chapter 5

Lower bound on the construction
time of weak spanners with Steiner
points in the algebraic model

In this chapter we give an (nlogn) lower bound for the time for each algorithm in the
algebraic model [13] that construct a Steiner weak spanner with o(nlogn) edges and
with stretch factor f > 1. The content of this chapter is a slight modification of the
result of Chen et al. [26]. They proved such a lower bound on the construction time
of Steiner spanners. First we specify more precisely the class of graphs for which we
prove the lower bound.

Let p € IR be a fixed constant such that 1 < p < oco. We measure the distance between
points in the d-dimensional space IR with the L, metric. Let S be a set of n points in
IR%. Let G = (V, E) a (directed) graph such that

(i) V is a set of points in R¢,
(i) SCV,

(131) the edges of G are straight line segments in IR? connecting pairs of points in V.
The length of an edge is the L, distance dist, between the endpoints.

Let f > 1 be a real number. The graph G is a (directed) Steiner weak spanner for S with
stretch factor f w.r.t. the L, metric if for each two points s,¢ € S, there is a (directed)
path P from s to ¢ in G such that for each vertex v € P, dist,(s,v) < f - dist,(s,1).
If V = S then G is a weak spanner for S. Note that the definition of a Steiner weak
spanner is more general than the definition of a weak spanner for an extended point
set S’ for S in Chapter 4: for Steiner weak spanners we only require the existence of
a f-spanner path between the original points of S. Therefore, a lower bound on the
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running time of algorithms constructing Steiner weak spanners holds also for algorithm
constructing weak spanners for S or for an extended set S’ of S. Clearly, each algorithm
that constructs a Steiner weak spanner with (nlogn) Steiner points or Q(nlogn)
edges needs Q(nlogn) time. Hence, it suffices to prove this lower bound for Steiner
weak spanners with o(nlogn) edges and o(nlogn) Steiner points.

We prove the Q(nlogn) bound for the one dimensional case when S C IR. This implies
the same lower bound for any dimension d > 1. We first give a very simple reduction
from the well known element distinctness problem which has an Q(nlogn) bound in the
algebraic decision tree model [13].

Remember, in the element distinctness problem we have n real numbers xy, ..., x,,
and we must decide whether they are pairwise distinct or not. The main idea for
the reduction of this problem to the construction of a Steiner weak f-spanner is the
following: If z; = z; for ¢ # j then each Steiner weak f-spanner for S = {z1,...,z,}
contains a path P between z; and z; such that for each point v € P, disty(z;,v) <
[ - disty(z;, ;) = 0. It implies that each edge on P has length zero.

Let A be an algorithm that for the input S and f > 1 constructs a Steiner weak spanner
G for S with stretch factor f. Assume, that the vertices of G are labeled so that we
can distinguish the original points of S from the Steiner points. We construct a graph
G’ for G such that G’ has the same vertex set as G and an edge is in G’ if and only if it
is an edge in GG and has length zero. To solve the element distinctness problem we only
have to check for each connected component of G’ if it contains two distinct element of
S among its vertices. If there is a component with at least two original point of S then
output NO; otherwise, output YES. Hence, if we have a Steiner weak spanner G for S
with stretch factor f, we can solve the element distinctness problem in a time which is
linear in the number of edges of G, which is o(nlogn). Therefore, algorithm A must
have an Q(nlogn) running time.

The above lower bound proof is unsatisfying, since in the computational geometry we
often assume implicitly that all input elements are distinct. For such inputs we need
other arguments. In the case of pairwise distinct real numbers we give a reduction from
the membership problem in a point set W in IR". In this problem we have to decide for
an input point z € IR" if it is contained in W. We use the following well known result:

Theorem 5.1 (Ben-Or [13]) Any algorithm C that belongs to the algebraic model and
solves the membership problem in W C R"™ need Q(log N — n) worst-case time, where
N = max(#W,#(R" \ W)), and #W and #(IR" \ W) are the number of disjoint
connected components of W and R™ \ W.

Now we prove the following:
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Theorem 5.2 Let d > 1 be an integer constant. Any algorithm A that belongs to the
algebraic model and computes a Steiner weak spanner for a given set S C R® of n
patrwise distinct point with stretch factor f > 1, need Q(nlogn) worst-case time.

Proof: We prove the theorem for one-dimensional point set. This implies the lower
bound for the higher dimensional case. In order to apply Theorem 5.1 we need to define
an appropriate algorithm C' such that

(1) C solves the decision problem for W C IR",
(17) C has a running time that is within a constant factor of the running time of A,

(131) W consists of many (at least n! in our case) distinct connected components.

In the reduction the input S for algorithm A (which is a set of n real numbers) corre-
sponds to a point in IR" whose ith coordinate is the ith real number of S. We must
take care in the definition of the point set W, since we only allow distinct real numbers
as inputs for A. Consider the following example: For 1 < i < j < n let h;; be the
(d — 1)-dimensional hyperplane in IR" whose points have equal ith and jth coordinate.
Let H={h;;:1<i<j<n}andU =1R"\H (Figure 5.1). The membership problem
for U can be solved in constant time if only pairwise distinct real numbers are allowed
as input (the algorithm must simply output YES), although the number of connected
components #U is at least n!. To see this, consider two distinct permutations 7= and
pof 1,2 .. n. Letpand r be the points of R" with coordinates p = (7 (1), ...,7(n))
and 7 = (p(1),...,p(n)). It is easy to see that p and ¢ belongs to distinct connected
components of U: Let ¢ and j be two indices such that 7 (i) < 7(j) and p(i) > p(j)-
Then any continuous curve ¢ in IR"™ between p and r contains a point ¢ whose ¢th and
jth coordinates are equal and so ¢ ¢ U. Therefore, p and r are contained in differ-
ent connected components. It implies that the number of connected components is at
least n!.

Figure 5.1: The hyperplanes = y,z = z and y = z in IR®.
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The above example shows that we must take care in the definition of the set W C IR"
and the algorithm C whose valid inputs consist of distinct real coordinates. After the
definition of C' we define a related algorithm D that takes any point of IR" as input.

Before introducing algorithm C' we define an algorithm B which uses A and will be
used by C. B does the following on an input consisting of n pairwise distinct real
numbers zy,...,x, and a real number f > 1. It first runs algorithm A on the input
Z1,...,Zn and f to construct a Steiner weak spanner GG for this point set with stretch
factor f. Then B selects the shortest edge of non-zero length of G' and outputs the
length s of this edge. Note that because of the Steiner points, G may contain edges
with length zero, although the input points are pairwise distinct. Let T4(n, f) and
Tg(n, f) denote the worst-case running time of algorithm A and B, respectively. Then
Tg(n, f) < Ta(n, f) + o(nlogn), because G has o(nlogn) edges.

We now fix an integer n and a real number f > 1. For any permutation 7 of 1,2, ..., n,
let s, be the output of algorithm B for input « (1), 7(2),...,m(n) and f. Let ls* be the
minimum of the n! outputs, i.e., [s* = min;{ls;}.

Now we define algorithm C. It only accepts inputs of fixed length n, consisting of n
pairwise distinct real numbers. On input x4, ..., x,, algorithm C' first runs algorithm B
with z,...,z, and f. Let ls be the output of B. C outputs YES if [s > [s*, and NO
otherwise.

Since algorithm C' only accepts inputs of our fixed length n, and since we also fixed f,
we may assume that C' "knows” the value of [s*. Algorithm C exists, although we have
not explicitly computed ls*. Therefore, the worst-case running time T (n) of C is at

most Tg(n, f) + O(1).

Now we define algorithm D which is defined for each input of (x4, ..., z,) € R". Algo-
rithm C' was defined only for inputs consisting of n pairwise distinct real numbers. As
result it can perform some divisions without having to worry whether the denominator
is zero (for example divisions in the form z := y/(z; — z;)). Algorithm D performs the
same computation as C' on the input zy, ..., z, of n not necessary distinct real number,
except that each division z := y/z is replaced by

if z = 0 then output NO and terminate else z := y/z fi.

Since C' is a well defined algorithm, if the input consists of n pairwise distinct real
numbers then it will always be the case that x # 0. Therefore, C and D give the
same output for each n pairwise distinct real numbers. If the input elements are not
pairwise distinct then C' is not defined, whereas D is, although its output may not have
a meaning at all. Clearly, the worst-case running time of D is within a constant factor
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of that of C. We prove that the worst-case running time of D is Q(nlogn). This also
implies the same lower bound for the worst-case running time for A.

First we state an important dependence between the output ls of algorithm B and
the distance between the closest pair of n distinct real numbers. For n (not necessary
distinct) real numbers 1, ..., T, let mingap(z1, ..., x,) = min{|z;—z;| : 1 < i < j < n}.

Lemma 5.3 Let ls be the output of algorithm B with n pairwise distinct real numbers
T1y ey Ty and f > 1. Then 0 < ls < f-mingap(z1, ..., T,).

Proof: Let i and j be two indices such that |z; — z,;| = mingap(z, ..., z,,). Since the
input elements are pairwise distinct, we have |z; — x;| > 0. Let G be the Steiner weak
spanner for the input with stretch factor f constructed by algorithm A and let P be a
path in G from z; to z; with the property that for each vertex v € P, |z;—v| < f-|z;—z;].
Clearly, P contains at least one edge of non-zero length. Consider the first such edge
(u,v) € P. Since each edge on P before (u,v) (if any) has length zero, u is coincident
with z;. Hence, Is < |u—v| = |z; —v| < f - |z; — ;. O

In order to apply Theorem 5.1 we now prove that the point set accepted by algorithm
D has many connected components. Let W be the set of all points (x1,...,2,) € R"
accepted by D.

Lemma 5.4 The set W has at least n! connected components.

Proof: Let m and p be two different permutations of 1,2,...,n. Because of the
definition of algorithm C, the points p = (7 (1),...,7(n)) and r = (p(1),..., p(n)) are
contained in W. We show that p and r belong to different connected components of
W. This will implies the claim of the lemma.

Let 4 and j, 0 < i < j < n, be two indices such that 7(i) < w(j) and p(i) > p(j)-
Then any continuous curve g : [0,1] — IR", with g(0) = p and g(1) = r intersects the
hyperplane z; = ;. Since g is continuous, it contains points for which the absolute
difference between the ith and jth coordinates is positive but arbitrarily small. Let

to = min{t: 0 <t < 1,mingap(g(t)) <Is*/(2f)}.

Note that #, exists, because g passes through the hyperplane z; = x;, where the function
mingap has the value zero, and mingap is continuous along g. Let ¢ = g(o). Note that
g has pairwise distinct coordinates. Let [s be the output of algorithm B started with
g and f. By Lemma 5.3 we have ls < f - mingap(q) < ls*/2. Therefore, algorithm D
does not accept ¢, and so ¢ does not belongs to W.
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We have shown that any continuous curve connecting p and r passes through a point
outside W. Hence, p and r are contained in different connected component of W. 0O

We now return to the proof of Theorem 5.2. Lemma 5.4 and Theorem 5.1 imply that
any algorithm that accepts W has a running time Q(log(#W) —n) = Q(nlogn). Since
D is such an algorithm, it follows that for our fixed n and f, the worst-case running
time of D is at least ¢ nlogn, where c is a positive constant independent of n and f.
This implies that there is an input on which algorithm A takes at least ¢’nlogn time
for some positive constant ¢’. Since ¢’ does not depend on n and f, the lower bound
holds for all values of n and f. This completes the proof of Theorem 5.2. O

Remark: The above reduction does not works if we only allow integer numbers as
input: In Theorem 5.2 we showed that each permutation of 1,2, ...,n (more precisely,
each point of IR™ with such coordinates) is contained in W. But if W only consists
of these points and we know that the input consists of integer numbers, we can easily
test the membership in W in O(n) time: Consider an array indexed from 1 to n and
initialize all its elements to unmarked. We read the input sequentially. When we read
the ith element z; we check whether z; is a number between 1 and n. If it is then we
set the x;th element of the array to marked. Finally, we have only to check whether all
elements of the array are marked.

If we also allow the non algebraic floor function and conversion between integer and
real numbers in addition to the algebraic functions, we can use the above array to solve
the membership problem in W for a point with real coordinates in O(n) time, as well.

Remark: In the proof of Theorem 5.2 we defined the value [s* as the minimum of the
outputs of algorithm B over all permutations of 1,2, ...,n as input. If we want to prove
Theorem 5.2 only for spanners without Steiner points we can replace the value [s* by
1, since in each spanner without Steiner points the length of shortest edge is at least
the distance between the closest pair of the input point set, which is equal to 1 for each
permutation of 1,2, ..., n.
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